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Summary

This report is the documentation of a master thesis in computer science. The motivation for this thesis is an interest in open source software, which is undergoing great changes in these years. Commercial interests in open source software are growing, and businesses are forming around open source software.

The focus of this study is the examine the collaboration between a for-profit company and an appurtenant volunteer open source community.

Our research questions are as follows:

- What control does a company have over a commercial/volunteer open source software (OSS) project?
- What is the relation between volunteer participants and a company with commercial interests?

As a basis for better understanding the the issues of opensource software, literature studies were conducted of the history of open source, development in open source and business in open source, respectively. To answer our research question we conducted an explorative case study. The case was the Linux distribution Ubuntu. This is an interesting case, because it is one of the most popular Linux distribution among both users and contributors. Furthermore the commercial backing by the company Canonical and its involvement in Ubuntu to make it a viable business makes it a suitable case for this study. The case study was conducted by a total of 20 qualitative interviews with Canonical CEO Mark Shuttleworth, 8 Canonical employees and 11 volunteer contributors, respectively. Additionally we have conducted an unstructured observation study at the Ubuntu Developer Summit in Barcelona May 25th to May 29th, 2009. This was done to supplement the interview study, and gather further empirical data.

Our findings was devided into five pieces: “The Business Model of Canonical”, “Ubuntu Culture”, “Champion and Canonical owner”, “The Collaboration in Ubuntu” and “Open Source”, respectively. These findings are the discussed in relation to the background material within the history, development and business of open source, respectively.

Our conclusion states among others that Canonical has a great deal of control with the Ubuntu releases, even though they might try to give the volunteer developers a chance to be heard. In the end both sides have one major goal in common: Making Ubuntu as great a distribution as possible.
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Chapter 1

Introduction

1.1 Motivation and Background

Almost since the beginning of software development, open source software has been present in some form. In the early days of computing, sharing source code was the common practice, since the main focus was to make code that worked and not code that looked nice. As software became more business oriented, commercial interests pulled towards proprietary licences. Keeping one’s source code secret became an important part of most software businesses. In its more recent form, the open source movement has emerged as an alternative to the proprietary software licensing model. It has its roots in what is known as the hacker culture, where the right to modify software and share information freely are central issues. This hacker culture, and the software it has produced, provides much of the software infrastructure in use today, and open source software has been expanding onto desktop computers as well.

Open source software is still a minor part of the overall market for software, but has a strong position in certain applications, such as web servers and rendering farms. In recent years there has been an increasing commercial interest in open source software. The notion that open source meant anti-commercial is no longer predominant. Not only have companies, governments and municipalities begun adopting open source software, but several companies are getting involved in the development of open source software, some even make open source the core of their business — Companies like Red Hat, Canonical or SugarCRM. The French government is a pioneer in using open source software. At this point open source has or will replace Microsoft in the near future in the French police departments, governments and schools.

A very interesting phenomenon is the emergence of open source projects, where a company spearheads a development effort, while a community of volunteer contributors supplement the development. This constellation unions
potentially very different interests. A company can not base its business on selling software licenses, but must find other ways to secure profits. Also volunteer contributors have to accept the company’s commercial interest in their work. Management becomes a balance between keeping participants interested in the project, and allowing for some form of alignment.

How such a joining of open source and business takes place is of great interest because it potentially leads to a significant new direction for software development which will be a focus area of this study.

1.2 Focus of This Study

The subject of this study is development of open source software by cooperation between a company and a volunteer community of contributors. The collaboration established in a situation where the commercial interests of a company and the multitude of interests of a participating community is found very interesting. This study will examine how a large open source project is organised across a software company and a contributing community of volunteers. The central research questions are:

- What control does a company have over a commercial/volunteer open source software (OSS) project?
- What is the relation between volunteer participants and a company with commercial interests?

The work process, which forms the collaboration between company and community, is also examined in order to understand how these two main entities have adjusted to each other.

1.3 Report Outline

Chapter 2 presents an overview of the history of open source software. In chapter 3, open source development practices and open source licensing. In addition this chapter explains about trademarking. Chapter 4, presents the theory about open source business models. In chapter 5 our research approach is described. This includes a short presentation of Ubuntu. Chapter 6 and 7 presents and discusses our findings in an analysis. Chapter 8 and 9 conclude the thesis and present possibilities for future work, respectively.
Chapter 2

The History of Open Source Software

In this chapter we provide a historical overview of some of the most important events in the history of open source development. Our main source for this section is the book “Understanding open source Software Development” by Brian Fitzgerald and Joseph Feller[FF02]. Where no other source is given the source is this book.

2.1 The Beginning

In the 1940s the computer was primarily used for scientific problem solving. In the early 1950s computers began to spread beyond that of scientific problem solving, addressing the area of business data processing.

At this time good programs were efficient rather than well-documented, because of the limited memory capability. It was a major achievement to get a program to run at all. Any working software was shared widely.

The PACT (Project for the Advancement of Coding Techniques) established in 1953, was one of the earliest formalised examples of free sharing of software between the military and aviation industries, who were in fact competitors. The motivation was efficiency benefits, and the initiative for the collaboration was taken by the programmers in both industries who persuaded the management into this collaboration.

By 1960 the business data processing had overtaken the scientific one. At that point the business use of computers accelerated. In the US the number of computer installations increased more than twenty-fold between 1960 and 1970.

Another important event for ensuring the availability of free software, was in 1956 where AT&T was forbidden to enter non-telephony markets, such as computing. This meant that UNIX created at AT&T in 1969 could not be sold commercially. Instead UNIX was distributed to universities and
other research institutions for a nominal fee. UNIX is an operating system widely used in both servers and workstations.

2.2 The Berkeley Software Distribution

In 1977 the Berkeley Software Distribution (BSD) was established at the Berkeley University in California. BSD was based on UNIX. The BSD project was headed by Bill Joy, who later was a co-founder for SUN Microsystems. The BSD group modified and improved the UNIX system, then redistributed it to others who then contributed their own enhancements, making BSD even more powerful.

In 1984 AT&T sought to commercialise UNIX. This gave a court battle between BSD and AT&T over copyright violations, resulting in claims and counter-claims from both sides. It was resolved in the early 1990s in an out-of-court settlement. The long uncertainty about the outcome resulted in many volunteers choosing to contribute to Linux instead (which was protected by the GNU - General Public License) [Stad]. BSD later forked into FreeBSD, OpenBSD and NetBSD. According to Feller and Fitzgerald, the BSD initiative marked the beginning of a more ideological underpinning in the free software history [FF02].

2.3 The Free Software Foundation

In 1985 the Free Software Foundation (FSF) was founded by Richard Stallman. This is one of the most significant milestones in the history of open source.

The idealism around the FSF was, and continues to be, very strong. This idealism puts forward the view that closed source software is considered immoral, and they believe all software should be open source. Richard Stallman devoted his attention to creating a suite of free software products, called the GNU family. In the GNU manifesto [Stab] (1985) Stallman coined the term “free software”, thus formalising a process that had been pretty ad hoc in the past.

The ambiguity of the word “free”, meaning both “unfettered” and “gratis”, later led to the coining of the term “open source”.

The strong ideological nature of the FSF and their licenses, is typified by the common copyright phrase, *copyright - all rights reserved* to be *copyleft - all rights reversed*. Under the copyleft concept, everyone has permission to run, copy, modify or redistribute the software. The only clause is that it is not allowed to add any restrictions to the modified code either. [Staa]
2.4 Linux

In 1991, at age 21 Linus Torvalds began the Linux operating system. He modelled his system on Minix which is a Unix clone. Torvalds’ goal with Linux was to create an operating system for the IBM PC 386 series, and he openly sought help for this project. Torvalds’ choice of name for his system was Freax, from the words “free”, “freak” and an “x” for a consistency with the naming of operating systems. But he was persuaded into changing the name to Linux by Ari Lemke also from the University of Helsinki, who also offered a sub-directory on the university’s’ FTP site for the system. The name Linux was derived from the words “Linus” and UNIX.

Torvalds succeeded in attracting other developers for support. An estimate suggests that more than a thousand developers worldwide have collaborated on the Linux kernel development.

2.5 Apache

In February 1995 came the next milestone in open source. It was the development of the Apache HTTP Server, which is widely used all over the world. The Apache server was based on a series of patches developed for a web server developed by Rob McCool at the National Centre for Supercomputing Applications (NCSA). This server was very popular and many individual webmasters developed extensions or patches. The development was ceased when a key individual left (to form Netscape). At this point the volunteers came together to coordinate the distribution of these patches, and Brian Behlendorf provided hosting for the project.

2.6 Mozilla

The Mozilla project is said to be one of the most important in the history of open source Software. Beside the products it has produced it also had a great impact promoting corporate and media awareness of the concept. In January 1998, Netscape announced that the source code for their new browser would be made available, and the name of the product would be Mozilla. At this point Netscape had a market share of 13% and it was decreasing in favour of Microsoft’s Internet Explorer. Netscape decided to make the source code available with the product. They created a special pair of licenses, The Mozilla Public License (MPL) and the Netscape Public License (NPL) for the project. The MPL is OSI approved (Open Source Initiative) but the NPL is not, since it contains a clause allowing Netscape (and only Netscape) to re-license third-party Mozilla development to create a proprietary product. The strategy worked, and by the end of 1998 the company was regaining market share with Mozilla, which is one of
the most popular Web browsers today. Netscape on the other hand died in 2008. The last updates was released in March 2008.

2.7 Open Source Software

Eric S. Raymond, who participated in the initiation of the Mozilla strategy, discussed the need for a long-term strategy in relation to bringing Free Software to a wider audience. In 1998, “open source” was coined as an alternative term to “Free Software”. One of the people who took this decision was Bruce Perens, who had produced the *Debian Free Software Guidelines* [[gui] for the Debian project which is a Linux distribution including mainly GPL-licensed software. The founding of the Open Source Initiative (OSI) [[OSIa] was an extension of this activity. OSI is the organisation who made the rules called The Open Source Definition [[def], which is based on the *Debian Free Software guidelines*. In 1998, Microsoft unintendedly became a main cause in the promotion of open source. This happened when internal Microsoft memos named the *Halloween Documents* was leaked to the OSS community. The document discusses the concerns of Microsoft and the threat posed by Open source software in general, and Linux in particular. This memo caused a very large increase of media interest in the open source topic. On this topic, Eric S. Raymond is quoted saying “Wall Street finally came to us” [[FF02].

2.8 Summary

In this section we have provided a lot of information and a lot of years. To sum up the most important event we have made a timeline, see Figure 2.1 showing the most important events and years.

In the following section we will describe the development practices of open source development, including a description of the open source License GNU GPL (GNU - General Public Licenses), and trademarks.
Figure 2.1: Timeline
Chapter 3

Open Source Development

In this section we describe some important open source development practices. We will also give an overview of open source licenses and a description of a trademark and what it means regarding open source software and its use.

3.1 Development Practices

Open source software (OSS) is defined by the licence under which it is distributed. The open source initiative (OSI) have specified an open source license. These are known as the open source definition [def]. Beyond its license, OSS is typically also characterised by a certain development practise.

Most open source projects start with a single person or a small group, who begins developing software. For a project to grow larger, it must attract more developers. A unique property of most open source software is this possibility for any interested developer to participate. Even when a project has attracted many participating developers, it is often a smaller group, who does most of the work. This is seen in case studies of the Apache and Mozilla projects [MPHA02], as well as in surveys among developers [Maa04]. This leads to the notion of a “core group” responsible for the majority of the time contributed to a project.

Open source development is also characterised by participants working distributed, and without many of the coordination means of traditional software development. Elaborate designs and time plans are often not used in open source development. Development tends to be incremental. Discussions about design are carried out through e-mail, online fora, IRC or Instant Messenger. In this seemingly chaotic setup, the tools supporting such distributed work is considered very important. Holck and Jørgensen suggest, that the use of version control tools, and the process surrounding them, offsets the need for traditional means of coordination [HJ03].

Most large and successful open source projects have provided what is
characterised as infrastructure software [FF00], that is: operating systems, browsers, web servers and data base management systems. In other words software that provides a foundation for other applications. Such software is general and generic, and that makes it easier for developers to gain a shared understanding of how to build it.

A very important part of open source development is which open source license the code is released under. In the following section we will describe the GNU General Public License, which is a very widely used open source license, and the concept of trademarks in the context of OSS.

3.2 Open Source Licenses

There are 66[OSIb] open source licenses approved by the Open Source Initiative. To get a license approved it has to go through a license review process [OSIc] to make sure that all software and licenses labeled Open Source, conforms to existing community norms and expectations.

GNU General Public License

The most well known open source license is the GNU General Public License, also known as the GPL. Next a quote from the GPL to describe its purpose:

“When we speak of free software, we are referring to freedom, not price. Our General Public Licenses are designed to make sure that you have the freedom to distribute copies of free software (and charge for them if you wish), that you receive source code or can get it if you want it, that you can change the software or use pieces of it in new free programs, and that you know you can do these things. [Stad]”

This means that with software under this license, you can use it, change it, sell it or what ever you wish, but you cannot make it closed source. The source code must always be available giving others the same rights to your software as you have to their software and your derived software must also be under the GPL license.

There are two derived versions of the GPL license, the LGPL [LGP] (Lesser General Public license) and the AGPL [AGP] (Affero General Public License). The LGPL is a modified, more permissive version of the GPL. It was originally intended to be used for some software libraries. Since the LGPL is more permissive than the GPL it is allowed to redistribute software under the LGPL, under the GPL, but the other way around is not allowed. The greatest difference between publishing under the GPL and the LGPL is that, if you combine something under the LGPL with something
else in a larger project not under the LGPL, you do not have to license
the whole software package under the LGPL. This is a contrast to using
software under the GPL, since this license is more strict than the LGPL
license. The AGPL license is a similar license, but focused on networking
server software. It is as strict as the GPL, the difference is that the AGPL
also covers the use of software over a computer network. This is done by
requiring that the complete source code is made available to any network
user of the AGPL-licensed work. For instance a web-application.

3.3 Trademark

To give an understanding about what is allowed to do with open source soft-
ware, it is also important to know what a trademark means. In this section
we will give a short and very simplified description of a trademark. A trade-
mark can typically be a name, word, phrase, logo, symbol, design, image,
or a combination of these elements. Having something under a trademark
means that no one else can use that name, word etc. without permission[tra].
There are three types of trademarks: unregistered trademark, unregistered
servicemark and registered trademark. We will only focus on the registered
trademark, because this is the only kind refered to in this thesis. When look-
ing at trademarks from an open source perspective, this means that even
though other people or companies might have the right to use, re-distribute
or sell others open source software, they do not have the right to use the
trademark of this product, without permission.

3.4 Summary

In this section we have given a description of the open source development
practices. Including how an open source community is formed and how
they communicate. We have given a description of the open source license
GPL and its derived versions. Also we have tried to give an understanding
of which rights follows a trademark, and which are free with open source
software. This section was mainly used to give the reader a broader un-
derstanding of some of the phrases used mostly in our analysis. We have
assessed that these terms are essential to the readers understanding of our
thesis. In the next chapter we will describe how businesses can use open
source, and how they can make money or save money on open source soft-
ware.
Chapter 4

Open Source Business Models

When talking about open source “business models” we are essentially talking about the

“why, how and what for a business to generate revenues and achieve profit objectives” [Ber]

which means that we are talking about how a company expects to make money. In this section we give descriptions of the business models used in open source companies. The difference between open source companies and proprietary software companies is that in an open source company the code itself has no value, since everything is free and in the open. Therefore those companies have to find other ways to make money.

4.1 The Business of Open Source

An interesting development in OSSD is the increasing involvement from corporate entities. This is seen in empirical research of projects on the Sourceforge portal by Bonaccorsi et al., where 32.33% of the examined projects had some form of firm participation [BLMR07]. Also, surveys of open source communities have shown a significant minority of developers being paid to contribute [LT03, HO01]. Fitzgerald describes a development in open source, towards something more commercially oriented. That is, the development cycle of OSS is increasingly influenced by strategic consideration of companies pursuing a broadening field of open source business strategies. As open source spreads to more horizontal product domains [2], input from companies with such domain knowledge is of growing importance [Fi06].

---

1 An online portal hosting open source software projects.
2 Domains characterised by highly specialised knowledge.
4.1.1 Reasons for Closing Source

Raymond describes the difference between the “use value” and the “sale value” of a software product as follows:

The “use value” of a program is its economic value as a tool — a productivity multiplier. “The sale value” of a program is its value as a saleable commodity. [Rai01 2]

When reading this citation it gets clear that according to Raymond, the software that is made for internal use has no sale value, meaning that this type of software is pure expenses. He also claims that more than 75% of what programmers get paid to do is making software with “use value” and no “sale value” [Rai01]. If this statement is correct, it means that about 75% of all software could be made open source without companies losing money, since it has no “sale value”, and also the company will gain on opening the software since others can maintain, debug and extend the software without cost to the original company. An argument often met against open source is the fear of revealing something confidential. Raymond claims that such arguments are not an argument against open source but against bad design, which is a concern present in proprietary software as well. Another fear against open source is the fear of crackers and intruders. He does not see open source as a problem regarding crackers. He sees the use of bad algorithms as the problem, and describes the solution as the following:

Security is an aspect of reliability; only algorithms and implementations that have been thoroughly peer-reviewed can possible be trusted as secure [Rai01 9].

4.1.2 Open Source Business Models

Raymond describes nine open source business models. These business models are all related to software with a “use value” and without a “sale value”, because you do not lose anything by making “use value” software into open source software. The nine business models will be explained in the following sections.

4.1.3 Use-Value Funding models

The first two models Raymond define as Use-value Funding models are cost sharing and risk spreading.

---

3 The word “cracker” is used to not confuse the use of the word “hacker” within the open source community. In the open source community a "hacker" is a skilled programmer and a "cracker" is a computer criminal.
Cost sharing

If a company only needs some software for internal use and therefore the product has no sale value, cost sharing is a good way to keep expenses down. Eric S. Raymond used the Apache web server as an example, saying that if someone need a web server they have three possibilities: Either buy a proprietary web server, roll their own or join the Apache group. If choosing to get a proprietary web server, it will cost money every time something need to be added or updated. Building your own web server will provide all the features you want and you can update it when you want, but you will have to pay for it in development time -and the company might have a problem if the developers leave. If choosing to join the Apache project, there will be many hours saved in developer time, and the company will gain some advantages as if they made their own web server, since it can be shaped as the company wishes, and to that adding a debugging effect from the community and the availability of skilled developers. In the end this cost sharing model can give the company a better product for a lower cost, as long as it is software without any “sale value”.

Risk spreading

As with the cost sharing model Risk spreading require that the software has no “sale value”. Eric S. Raymond used Cisco as an example. The example is that Cisco needed a print-spooling system. But since the developers would not be at Cisco forever the system might get out of sync. Therefore they argued to make the system open source. After doing this a community was growing around the system, taking care of the maintenance of the system.

4.1.4 Indirect Sale-Value Models

The last seven models Raymond define as Indirect sale-value models.

Loss leader or market positioner

In this model the open source product does not give revenue directly, instead it is used to created interest in other related proprietary software. An example is that Netscape made Mozilla open source to regain market share on the Internet browser market in the late 1990’s.

Widget frosting

Open Source software from hardware manufactures, like drivers, configuration tools up to operating systems: The hardware manufacturer makes no money on the software that support the hardware. The open source community is there to enhance the product value of the hardware. Sun
Microsystems have several examples of products under this business model, like Netbeans.

**Give away the recipe, open a restaurant**

In this model the open source software is used to create a market position in selling services, around some open source product.

**Accessorising**

This is mostly a by-product for a company owning the trademark, like selling t-shirts, books and magazines.

**Free the future, sell the present**

The software is sold as closed source, but has an expiration date. After this date the product will be made open source. This model ensures customers that a product will be maintained even if the company behind it dies, and it makes sure that the customer can customise the product themselves after a short period of time.

**Free the software, sell the brand**

Raymond sees this business model as a speculative one. A company is speculating in others wanting to use their open source code to create another product. Like when SUN open sourced some of the code of Star Office, this was used to create OpenOffice. But SUN still had the rights for Star Office. The original company is making money by offering validation tests and statements.

**Free the software, sell the content**

This last business model Raymond also see as a speculative one. The software is still free and open source but sells subscriptions to the content. An example could be for instance an open source game where people could subscribe to getting more levels.

4.2 Organisational culture

When looking into the collaboration, between a volunteer community and a company working on the same project, there must be an organisational culture within such a project. In order to be able to take this into consideration, during our research we need to define organisational culture. For this purpose we adapt Edgar H. Scheins formal definition on organizational culture as
A pattern of shared basic assumptions that the group learned as it solved its problems of external adoption and internal integration, that has worked well enough to be considered valid and, therefore, to be taught to new members as the correct way to perceive, think, and feel in relation to those problems. [Sch04]

4.3 Summary

This section gives a short description of when to, and when not to make software open source, and gives a description of the nine business models that Raymond defines for making money around open source software. We will use these concepts later in the analysis of the business model. In the following section we will describe what methods we are planning to use for analysis in a later section.
Chapter 5

Research Approach

This chapter will cover the selection of our research approach and present the chosen research approach in detail. In order to make the process transparent such that it is clear how this research has been conducted, the techniques used in the research will be described and discussed.

5.1 Selection of Research Strategy

According to Robert K. Yin one of the most important steps when conducting research is to select a proper research strategy, which fits the research question [Yin94]. The research questions can be categorised into different types of questions: “who,” “what,” “where,” “how,” and “why.”. The different types of questions are reflected in the different types of data which are needed to provide a satisfactory answer. As depicted in table 5.1, this again affects which research approach is the most suitable choice.

Research questions in the “what” category can be of exploratory or quantifiable character, i.e. “what are the means of making the lottery fun to play?” is seeking an explanation, which can be used for shaping hypotheses and suggestions for more extensive investigations. The question “what are the effects of the new lottery rules?” is more of a “how much” question, which can be used to list some criteria and measure them. For the second kind of question, surveys or archival studies would be obvious choices, since surveys can easily be designed to provide data on different influences and their effect. Depending on the data available an archival might be able to show changes in sales, revenue, profit and prices paid. Experiments or case studies could be carried out as another solution, but the scale needed for answering the question makes archival analysis or surveys the most preferable strategy. Questions like “who” and “where” is somewhat similar to the second type of “what” questions, and the obvious strategy here will often rely on data which can be quantified. As opposed to questions favouring the quantitative research strategies, research questions like “how” and “why”
are usually more interested in explaining phenomena and their context. I.e. if you ask the question “why did the factory workers go on strike?”, a case study will be more appropriate than a survey, as it allows for an understanding of the situation in a higher level of abstraction, and because it can describe the context of workers culture, company leaders, union influence and political conditions. Yin states that case studies has an advantage when:

“a “how” or “why” question is being asked about a contemporary set of events, over which the investigator has little or no control.”

As described in our research question in section 1.2, our focus of interest with this study is to obtain a thorough understanding of what control a company has over a commercial/volunteer OSS project, and how the relationship works between the volunteer community and a company with commercial interests. Since both of our research questions are of the “what” type and treats contemporary events, of which we have no control, a case study is the most suitable research strategy for us. The selected approach corresponds to what Cunningham classifies as an intensive case study [197], which is suitable for understanding organisations through descriptions, interpretations, experiences or events. Intensive case studies does not imply specific methods or techniques for gathering data, but relies on different evidences from the case. More specifically the research has the characteristics of an interpretative case, which in some terms will be a case example, demonstrating different events and approaches from within the case.

Having stated our research question and decided the research strategy, we
need to select one or more suitable cases. We need one or more cases which can give us valid and reliable data for our research. It would be interesting to have more OSS projects within the scope of the research. However, the combination of time and resources available for this project does not justify such an extensive study. If we are able to select a case which is a good representative of similar OSS projects we should be able to retrieve valid data with only a minor loss of reliability. If we were to span over two, three or more projects, we would only be able to scratch the surface and not gain the necessary in-depth understanding needed to explain the mechanisms in the collaboration to a satisfactory extent. As a result the scope is limited to a more narrow but in-depth investigation of an OSS project which must be able to provide a valid an reliable source of data.

5.2 The Chosen Case

Our choice fell on the Ubuntu project since it contains both a commercial main contributor and a voluntary community providing contributions. The Ubuntu distribution has since its first release rapidly grown to be among the most popular Linux desktop distributions, and the Ubuntu project, furthermore has been able to attract a substantial number of contributors in short time. This makes the Ubuntu project a well suited case for our study. This said, there are other well suited OSS projects, where openSUSE and Fedora probably are the OSS projects which resembles Ubuntu the most.

5.2.1 History of Ubuntu

The Ubuntu project was started on initiative by the South African entrepreneur Mark Shuttleworth, and took shape in April 2004. It made its first release in October 2004. From the beginning the project was financed by the company Canonical, which Mark Shuttleworth established especially for the Ubuntu project. Through Canonical he invested money to hire developers, and establish an infrastructure to support the project. An important part of the infrastructure provided for the projects is the Launchpad platform for the collaboration with developing Ubuntu. In 2005 Canonical founded the Ubuntu foundation, which aim is to fund support of Ubuntu in case Canonical would go bankrupt. This gives users a warranty that their Ubuntu installation will be supported in the time announced.

Since the first release of Ubuntu 4.10 in 2004 there has been another nine releases with an six month release cycle. The only release which did not follow the six month cycle was the release of Ubuntu 6.06 which were the first Long Term Support (LTS) release. The LTS release is a release intended for enterprises promises three years updates on the desktop release and five year on the server release. LTS versions of Ubuntu is released every
second year, making the next LTS release the Ubuntu 10.4 which should arrive in April 2010. Prior to the undertaking of every new release Canonical arrange the Ubuntu Developer Summit which is a week long conference with employees and the top contributors from the voluntary community. UDS has no entrance fee and everyone who is interested can attend.

In 2005 the Ubuntu community grew rapidly and started contributing in various different ways. Today the increasingly number of users and contributors has over time made it possible to release independent and self-supporting distributions i.e. Kubuntu and Xubuntu. These release uses Ubuntu as platform but using KDE or Xfce as the graphical desktop environment instead of the default Gnome environment provided with Ubuntu.

The word “Ubuntu” is African and means “Humanity towards others”. In the spirit of this name Ubuntu has a “code of conduct” with six ground rules that everyone in the Ubuntu community have to follow. Those rules are made to make sure that everyone feels welcome when joining the Ubuntu community and to make sure that the atmosphere surrounding Ubuntu is positive. The code of conduct has the following rules: “Be considerate”, “be respectful”, “be collaborative”, “when you disagree consult others”, “when you are unsure, ask for help” and “step down considerately”.

5.3 Collecting the Data

With the selection of our case in place it is now time to select the most suitable techniques for collecting the data. The data needed for our analysis must be able to provide us with a deeper understanding of the processes involved in the development of Ubuntu and the collaboration between Canonical and the community plus the business model of Canonical. Our understanding of these topics are at this point rather limited and uncertain. This makes quantitative surveys impractical to us. First due to the risk of asking the wrong questions as a result or our limited insight and secondly due to the little opportunity for the respondents to elaborate their answers. The choice fell on interviews which provides the possibility to adapt our questions in order to pursue interesting new topics that might appear during an interview, and for the respondents to elaborate important subjects. In between interviews it is possible to reflect over the conducted interviews and adjust questions and topics to suit the new understanding. In this way we are able to rapidly adapt, if there are indications that we have missed something vital, or if our initial understanding of the project seems to be far from what is experienced in the interviews. According to Järvinen this overlap between data collection and analysis can give good opportunities to adjust and speed up the process of collecting and analysing data in the start phase of the data collection.

Using qualitative techniques for data collecting often yields large amounts
of data, for which treatment cannot be automated on a computer, i.e. transcribing qualitative interviews is unlikely to present the possibility of an automated sorting or reduction of the data set. However, transcribing the interviews can help achieving understanding of the subject, which is our main goal. To reach that understanding based on the data and be able to extract the essential information it is necessary to identify topics and categorise the data accordingly. In this section we will present our techniques for collecting data. The data source in this study is a group of active participants in the Ubuntu community. The participants are either employees at Canonical or voluntary contributors. The data will be collected through interviews and verified and extended through observation. This section will discuss different types of interviews and outline the chosen technique. After covering the subject of interviews we treat the observation technique used at Ubuntu Developer Summit in Barcelona, May 2009 (UDS).

### 5.3.1 Research Interview

There are two types of research interviews. The qualitative and the quantitative research interview [KB08]. Even though the difference between the two interview forms might seem quite significant, it mostly comes down to the quantitative interview employing numerical measurement, where as the qualitative does not [Bry08]. Going a bit deeper into the theory there are further differences. Those are outlined in table 5.2. The three contrasts in the table might be basic but are also fundamental.

<table>
<thead>
<tr>
<th>Principal orientation to the role of theory in relation to research</th>
<th>Quantitative</th>
<th>Qualitative</th>
</tr>
</thead>
<tbody>
<tr>
<td>Deductive; testing of theory</td>
<td></td>
<td>Inductive; generation of theory</td>
</tr>
<tr>
<td>Epistemological orientation</td>
<td>Natural science model, in particular positivism</td>
<td>Interpretivism</td>
</tr>
<tr>
<td>Ontological orientation</td>
<td>Objectivism</td>
<td>Constructionism</td>
</tr>
</tbody>
</table>

Table 5.2: Fundamental differences between quantitative and qualitative research strategies [Bry08]

A quantitative research can be:

“constructed as a research strategy that emphasises quantification in the collection and analysis of data and that:

- entails a deductive approach to the relationship between theory and research, in which the accent is placed on the testing of theories;
• has incorporated the practices and norms of the natural scientific model and of positivism in particular; and
• embodies a view of social reality as an external, objective reality”. [Bry08, page 22]

By contrast qualitative research can be:

“constructed as a research strategy that usually emphasises words rather than quantification in the collection and analysis of data and that:

• predominantly emphasises an inductive approach to the relationship between theory and research, in which the emphasis is placed on the generation of theories;
• has rejected the practices and norms of the natural scientific model and of positivism in particular in preference for an emphasis on the ways in which individuals interpret their social world; and
• embodies a view of social reality as a constantly shifting emergent property of individuals’ creation”. [Bry08, page 22]

Even though table [5.2] makes the differences between qualitative and quantitative research distinguishable, the reality is not that straight forward. There are examples of qualitative research has been employed to test rather than to generate theories [Bry08].

Since the purpose of our study is, to explore and understand the collaboration in the Ubuntu project, the use of qualitative research is chosen. The focus is not numbers and frequencies, but descriptions of relations and procedures. Because of that, the remaining will focus on the qualitative research interview.

5.3.2 Qualitative Research Interview

The qualitative research interview has been conducted since the mid 1970s, and has been a dominant strategy for conducting social research [Bry08].

The purpose of the qualitative research interview is “obtaining descriptions of the life world of the interview person, with a view to interpret the meaning of the described phenomenon”. [KB08]

According to Kvale and Brinkmann [KB08] an interview study consist of seven stages: thematization, design, interview, transcription, analysis, verification and reporting. The following pages will give an exposition of these stages.
Thematization

Thematization is a clarification of concepts, a theoretical analysis of the chosen theme and a formulation of the research questions. Central to the structure of an interview are the words: What, why and how.

What is used to derive an understanding of the chosen subject.

Why should clarify the purpose of the study.

How will be used for locating the different types of interview and analysis techniques, and decide which one is suitable.

It is important to choose the right method, but before this is possible, the purpose has to be established. This means, that when designing the interviews you have to know the content and aim of the study, to choose the right method. Hence the questions what and why have to be answered before how.

Design

At the design stage you plan and improve the methodical procedures, aiming towards acquiring the desired knowledge. At this stage the number of test persons and their representativity is chosen. All later stages should be taken under consideration, since many of the problems and errors, that can occur later in the process, can be avoided with a more elaborated design phase. Also the quality of the interviews can be elevated, if the purpose and subject is considered from the beginning. Ethical guidelines also has to be complied at this stage. That is, the test persons have to give their consent, and confidence has to be secured. Also it has to be considered, if the interview situation can have any consequences for the person interviewed.

Interview

There are several types of professional interviews. Examples include: job interview, judicial interrogations, therapeutic interviews or research interviews. The interview we will focus on, is a semi-structured research interview, because this type of interview gives the interviewer the possibility, to pursue answers and stories from the interviews.

It is important to remember, that an interview is not a conversation between equal partners, since the interviewer is defining the situation, introducing conversation subjects, and controlling the questions by the use of further questions. The preparation is the most important factor to the quality of the interview. The central questions in an interview is, as mentioned earlier, “what”, “how” “and why”.

Before conducting the interview, the interview technique and method for analysis should be considered. An interview should always begin with a briefing where the situation and context is defined to the interviewee. That is, elaborating the aim of the interview, the recording device, and answering
any questions the interviewee may have. The interview should be followed by a debriefing, where the interviewee can get more information about the study. After every interview the interviewer should allot ten minutes for reflecting, and recall what has been learned in the last interview.

An interview guide should be created. It can either contain subjects, or precisely formulated questions for the interview. In a semi-structured interview there will be a list of subjects and proposals for questions, but it is not crucial that they are used during the interview. The interview should proceed more or less as a conversation, but with a specific aim, and a different structure. The questions should be short and simple. It is important that the interviewer can sense the meaning of the spoken, and that the interviewer has an interest is the subject.

There are different kind of questions to be used in a semi-structured interview, those will be described next.

**Preliminary questions:** The opening question can set the agenda for the rest of the interview. This question could be; “Try talking about”, “Remember a situation where”, “Can you describe a situation like that”.

**Follow up questions:** These questions can be used to elaborate on the interviewee’s answers. It can be a direct question from the interviewer, or a nod, a “hmm” or simply silence. Also repeating the most important words, can be a suggestion to the interviewee to keep talking or elaborating.

**Probing questions:** With a probing question the interviewer will pursue answers from the interviewee, and then probe the content. An example of a probing question could be “Can you tell me more about that?” or “Can you give another example?”.

**Specifying questions:** This type of questions gives the interviewer the possibility to use a more operationalized question, such as “What was your thoughts about that?” or “Did you experience that yourself?”.

**Direct questions:** Direct questions will primarily be used later in an interview. At a time when the interviewee has given his or her own descriptions and important aspects related to the theme. An example could be “When you talk about...”.

**Indirect questions:** An indirect question cannot be interpreted without the use of further questions. An indirect question can both refer to the position of others, but also to make the interviewee give his own opinion. An example might be “How do you think others see...”.

**Structured questions:** It is the interviewer’s responsibility to maintain the structure of the interview, and decide when a subject should be dropped. This means, that the interviewer can interrupt the interviewee, if he or she is talking about a subject, that is not relevant to the research. The interviewer can interrupt by using a phrase as “And now I would like to talk about another subject”.

**Silence** Not talking will give the interviewee time to think, and give important information.
**Interpretative questions** Different kinds of interpretative questions can be used. An answer can be rephrased: “You mean that...”. A question can be clarifying: “Is it correct that you feel...?”. It can also be a direct interpretation of what the interviewee is saying: “Is it correctly understood, that your anxiety originates from...?”. Due the geographical distributed location of interviewees we have chosen to conduct the interviews via VoIP. Prior to the interviews we have prepared a interview guide (appendix A) to ensure that we will cover all the desired topics.

**Transcription**

In order to stick as close to the original interview during analysis it is important to transcribe the interviews, so the risk of unconscious filtering of the data is minimised. It is important to keep in mind, that transcriptions are not original data, but artificial constructions of oral to written communication. Also if two people are transcribing the same passage, it will never be the same, because of the difference in weighing of pauses, gestures etc. Also emotional aspects as laughter, sighing, giggling and so on can be perceived differently. This is also why it is important, that the people transcribing, have made some common rules, to make the transcription as homogeneous as possible.

**Analysis**

Analysing the data is almost as important as the collection of data itself, and with the large amounts of rather unstructured data that qualitative methods often produce. The goal here is understanding this is best achieved by finding order and coherences. If the study covers several cases this would typically involve write-ups for each case. Our study however only covers one case, but with several different topics. We will use a procedure where each of our initial topics are covered. The transcriptions will be traversed identifying statements regarding the various topics, and if other topics that we were not initially aware of emerge, all of the transcriptions we go through review once more looking for statements regarding that topic. The identified statements on the different topics will be combined into individual documents and condensed into our understanding hereof. This gives us an overview and understanding, which we can afterwards use to reach a more complex understanding of the topics in correlation and summarise this into our understanding of the case.

---
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Verification and Validation

Even though validation is described separately, it is actually an ongoing process through all stages. This gives a continuous quality control, instead of a detached inspection at the end of the process. In the following validation questions for an interview study is described.

• **Thematization** - The validation depends on the study’s theoretical preconditions.

• **Design** - If the design and applied methods are appropriate for the purpose, the validity stands.

• **Interview** - The validity of the interview depends on the quality of the interview and the credibility of the interviewee. It also depends on the interviewer’s continuous control of the data gathered.

• **Transcription** - The validity depends on the linguistic configuration of the transcription.

• **Analysis** - In the analysis the validation depends on the way the questions are analysed, and if the interpretation is sound.

• **Reporting** - Validation in reporting depends on whether the final report gives a valid exposition of the most important findings.

Reporting

The last sequence is about documenting the results in a sensible and credible manner. The report is the end product of a longer process, and it should document the main purpose, choice of method, results and implications. The easiest way to make a report as readable as possible, is to take the final reporting into consideration from day one. This is most easily done as follows:

• **Thematization** - The end product has to be taken into consideration from day one to make it easier to write the report.

• **Design** - Systematic documentation of the design procedure as a foundation for writing about the applied method.

• **Interview** - Ideally the interview should be of a form, that can be easily communicated to the readers of the report.

• **Transcription** - The readability of the interviews should be kept in mind while the interviews are being transcribed.

• **Analysis** - The presentation of the results and the analysis of the interviews should be embedded in the writing process.
• **Verification** - The decisive factor is how the study will be reported.

• **Reporting** - Working towards the final report from day one, will help in the process of making a readable report with well-documented results.

As stated earlier we need ensure that our analysis and interpretations are sound. This can be achieved through clarifying interviews and observations where, if sound, the understanding should correspond to the observed reality. Hence the next section will cover observation as a technique and how we have used it to verify our results.

### 5.3.3 Observation

To verify our findings from the interviews and to gain further insight in the processes of the Ubuntu project we will observe the Ubuntu Developer Summit (UDS) in Barcelona, May 2009, where the roadmap of Ubuntu 9.10 is planned. This gives us the possibility to get first hand experiences with the process of planning a new release and observe how the Canonical employees and community members decide the changes and new features for an upcoming release.

**Observation Typologies**

Observation is typically a phenomenological data collection technique. Observation works best if it is used with another methodical praxis i.e. conducting interviews, and will often, like in our study, only be an integrated part of a methodical praxis, meaning that it will not stand alone as the only used technique. The typologies of observation studies can be split into four different typologies; structured observation in an artificial environment, unstructured observation in an artificial environment, structured observation in a natural environment, and unstructured observation in a natural environment. These can be seen in table 5.3.

A laboratory test is defined as a test taking place in an artificial environment, where unpredictable incidents and unintended impacts on the observed are being minimised. Observation in a natural environment on the other hand takes place in a context that already existed before the observer stepped in. In this type of research the observer is there on the terms of the field. Which means that the observer is aware of the fact that unpredictable and unintended incidents may occur. The line between a structured and unstructured observation is much more blurry, than the line between a laboratory test and an observation in a natural environment. Structured and unstructured observations can better be described as two extremities, where the structured observation will produce quantitative data. In the unstructured observation the observer is not looking for something specific,
Table 5.3: Typologies of an observation study

<table>
<thead>
<tr>
<th>Degree of structure in the observed field</th>
<th>Degree of structure in data gathering</th>
</tr>
</thead>
<tbody>
<tr>
<td>Artificial Environment</td>
<td>I (Structured Laboratory test)</td>
</tr>
<tr>
<td>Natural Environment</td>
<td>II (Unstructured Laboratory test)</td>
</tr>
<tr>
<td></td>
<td>III (Structured Observation)</td>
</tr>
<tr>
<td></td>
<td>IV (Unstructured Observation)</td>
</tr>
</tbody>
</table>

but is looking more generally and exploratory in the field. Our observation does clearly take place in the natural environment and we have chosen to make an unstructured observation so that we remain open minded to new impressions, however keeping our the result from the interviews in mind. Notes are taken preserve the parts that we find important. Compared to taking complete notes of everything this allows for freedom to participate discussion and ask questions that can aid our goal.

**Degree of Participation**

Another thing to consider besides the typology, is the degree of participation from the observer, the study will be conducted with [KK99, p. 99-111].
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**Figure 5.1: Classification of roles in field work**

Figure 5.1 shows that there are four degrees of observation. One extreme is total participation, and the other is total observer. In the case where the observer is a total participant, the true purpose and identity of the observer
will not be known to the people that are being observed. The observer will observe the subjects in their natural environments and act as an equal. In this kind of observation the observer will be in an ethical dilemma toward the unknowing participant. Which is also why this kind of observing should be avoided unless it is the only option to obtain the wanted results.

When the observer act as a total observer, he will not have any interaction with the subjects. Like in the case where the observer acts as a total participant, the subjects will not know that they are being observed. In the case of total observer there is no risk that the observer might “go native” and get too involved with the subjects to remain objective [KK99]. There is, however, a risk that the observer will reject the subjects’ views, and stick to his own conviction. The observer could talk to the subjects at another time to get them to explain a given behaviour, to give this kind of observation substance. The next variation is the observer as a participant. In this case the subjects are aware that they are being observed. The communication between the observer and the subjects is often short and sporadic. There is a risk that the observer misunderstands his subjects or the other way around. The observer might not realise this before it is too late or not realise it at all. Since the interaction is brief the observer might not really gain access to the social interactions and structures of the group. Both the total observer and the observer as a participant are seldom used in social studies, because the observer is quite distanced from his subjects.

The last role an observer can assume, is participant as an observer. In this case the subjects are aware that they are being observed. It is important that the observer both interacts with the group, and bond with some of its members, to gain accept and access to the group through those subjects, called informants. The problem with this kind of observation, is that the observer might not get access to all interesting members of the group, since the informants choose who to introduce the observer to. This could mean that the observer is being kept from some parts of the group.

We have chosen to undertake the role of being “The observer as a participant”. This means that we have pay attention to opportunities get in contact with new people.

The Stranger

Being both a participant and an observer at the same time, is a dilemma. The dilemma could be that the observer might get so involved that he “goes native” or end up distancing himself from the group. If we refer back to figure 5.1 the distance might be an issue in the case where the observer is a “total observer”, and proximity might be an issue when the observer use “total participation”. This dilemma should be handled by balancing proximity and distance [KK99, p. 72]. To make sure to keep this balance between proximity and distance it is suggested to take the role of “the stranger”
According to Krogstrup, Georg Simmel has stated that to obtain this balance, the observer should undertake the role of a stranger when doing field work. “The stranger is ascribed to a specific form of interaction, but also an objectivity, related to the distinction between proximity and distance” [KK99, p. 73-74]. Simmel describes this distinction as the following:

“The stranger comes in random contact with all elements, but is not organisational bound to establish a friendship, or to the locality. The stranger is also not bound to specific rules or the dispositions of the group. The stranger will meet this with a distinct objective attitude, which does not acquire a lack of participation, and also accommodate both proximity and distance, indifference and participation. The objectivity is also defined by freedom. The stranger is not bound in a way that may make his perception, understanding and assessment of the data biased.” [KK99, p. 73-74]

This should prevent the observer from “going native” which means losing the distance to the field, which could entail losing objectivity of the study.

Our Study

In our study we have chosen to make an unstructured observation in a natural environment. This was conducted at the Ubuntu developer summit (UDS) in Barcelona May 24th to May 29th 2009. This observation took place after all interviews had been conducted. The observations at UDS is used as a quantification of what we learned during the interviews. The role we took was “participant as an observer”. Even before UDS we had made contact with several people we knew would be at UDS. This gave us a chance to be a part of the group and to gain further relations to the people surrounding them. At the UDS there was approximately 300 people which also made it easy to not go native, meaning that we could keep a distance to the participants but still blending in. During the UDS we attended sessions, but with up to fourteen simultaneous sessions we could not attend them all. We made written notes when we discovered something of interest, but did not write complete notes of everything in order the be more vigilant during the sessions. We chose individually which tracks we wanted to follow, meaning that we sometimes followed the same track. If there were sessions of particular interest to the study we would attend those. At the UDS we got a chance to see how the teams worked together, and how the community worked together with the Canonical employees. Both the community members present at the sessions and the community members participating via online IRC and live audio streaming which were broadcasted live from

\(^2\)Internet Relay Chat client
the sessions.

5.4 Research Design

5.4.1 Analysing Data

During the period of the interviews there is an ongoing evaluation of the interviews where it is evaluated whether the interviews provides sufficient information on the topics. If not, adjustments are needed in order to explore newly identified topics or simply to elaborate more on topics of which we have vague understanding. Prior to the analysis the interviews are transcribed in order to ease the handling of the data. The process starts with identifying categories of interest, and categorise statements regarding that specific topic. The participation at UDS will be used to verify our findings in the interviews and to extend our hypothesis where they are confirmed and to abandon those which cannot be verified.

5.4.2 Initial Selection of Topics

Three main subjects inspired by literature review.

- Cooperation and management between Canonical, and the volunteers in the Ubuntu Community
- Cooperation and management internally at Canonical
- Business model of Canonical

5.4.3 Topics After the Interviews

Having completed and transcribed the interviews we skimmed through the data and brainstormed in order to search for new topics. This resulted in the identification of several new and specific topics:

- Company culture
- Products and activities
- Business model
- Development model
- UDS
- Ubuntu collaboration
- Open source
• The product Ubuntu

• Mark Shuttleworth

5.4.4 Topics after Ubuntu Developer Summit

After going through our session notes from UDS we found no new topics, but we got a better understanding of some topics - i.e. Mark Shuttleworth’s role.

5.4.5 Achieving overview before the analysis

The transcriptions are divided into employee and volunteer interviews. All statements and session notes regarding the defined topics are sorted into topic-specific documents containing all the collected data on that topic. Each topic-specific document summarises the different opinions and outlines the main opinions and/or differences.

After sorting the data it was decided to recategorise the topics to the following:

• The business model of Canonical

• Ubuntu Culture

• Champion and Canonical owner

• The Collaboration in Ubuntu

• Open Source

Based on the summaries of the analysis and the treated literature we will present and discuss our understanding of the treated topics in relation to our research questions.
Chapter 6

Analysis

This chapter will cover the various processes we have been through in the analysis of the collected data. From the first initial preliminary categorisation to the in-depth traversing review of the interviews, to the final summarising of the chosen subjects.

In the first part of the analysis we will look at Canonical’s business model. This will be done both with the use of Raymonds theory about open source business model combined with the data we have collected through the interviews with both Canonical employees and Ubuntu community members.

6.1 The Business Model of Canonical

6.1.1 Ubuntu is Free

The most noticeable thing about the business model of Canonical, is that Ubuntu is free software. For Canonical this means, that there is a lot of what they work on, that will never be profitable, since all the work they put into making the distribution has no way of making money for Canonical. In the community the question has been if Ubuntu would remain free in the long run. Mark Shuttleworth, who is the founder of Ubuntu and the owner of Canonical has made the following statement:

“Ubuntu is free and will always be free.” [Mark Shuttleworth]

As stated earlier the word “free” can refer both to the price and to the freedom of open source. When Mark Shuttleworth is using the word “free” we believe, that he is referring both to the price of Ubuntu and that Ubuntu is open source. That means Ubuntu will always remain free of charge, and with an open source code.
6.1.2 The Content of the Business Model

When looking at the business model into more detail, we can see that there are many different aspects of the business model of Canonical.

“Well our business model it is very wide, but our main model is providing service.”

Knowing Canonical will never be able to make money on the code itself, it is interesting to find out how they do intend to make money. Based on Raymond’s nine business models, we believe that Canonical is spreading their business model over four of Raymond’s nine models. Those are: “risk spreading”, “loss leader or market positioner”, “give away the recipe - open a restaurant” and “accessorising”, respectively.

Risk Spreading

We believe that Launchpad is a good example of this business model. Launchpad is a code hosting and software collaboration platform. It is used to find new tasks to solve, for the next Ubuntu distribution. Launchpad has been closed source, but was recently released as open source. It is used by several different open source projects. It was created for the development of Ubuntu. We believe this is risk spreading because Canonical can share the maintenance of Launchpad with a community after making it open source.

Loss Leader or Market Positioner

Ubuntu is the product that in this model is giving no direct revenue. Instead it is used to sell software that works in Ubuntu. Canonical have created several of this kind of software for Ubuntu. An example could be Landscape. Landscape is a system management and monitoring service, which make it possible to manage multiple Ubuntu machines through a web-based interface. Ubuntu itself has no value for Canonical, the value comes with the possibilities that Canonical get from Ubuntu, by selling related software.

Give Away the Recipe, Open a Restaurant

Ubuntu is also used by Canonical to sell services to especially other companies that for instance want to get a costumized version of Ubuntu, with support. Or just want to get support for Ubuntu. Canonical offers five different types of services.

Custom Engineering Services
Canonical offers to make a customised version of Ubuntu, to make it fit to a given company.

Support Services
Canonical offers support by phone, email or the web, both standard (9 to 5) or advanced (24/7).
Certification
Canonical offers certifications meaning that hardware manufacturers have the possibility to make sure their hardware is fully compatible with Ubuntu.

Training
Canonical offers training in using Ubuntu. This can be value able for the companies that wishes to switch from another desktop or server solution to Ubuntu.

Application Packaging
Canonical offers to package software that someone else wishes to put into Ubuntu.

Accessorising
Canonical offers a lot of different accessories in their online store. For instance they offer wearables and other Ubuntu accessories, Ubuntu CDs, DVDs and software.

6.1.3 The Interviewees Relationship to Canonicals Business Model

Our experience from the interviews regarding the business model is that answers differed between employees and community members. Even within the group of employees the answers differed. Some employees knew a lot about the business model of Canonical. This was the people who had to do with it in their daily work. The employees who did not come in contact with partners in any way did not know much about it. Except that they are selling services. The following quote describes most of the answers we got when asking employees about Canonicals business model:

“Well our business model it is very wide, but our main model is providing service.” [IP4]

Most employees knew there was more to the business model than selling services, but did not know exactly what. We believe that the reason employees does not really care how Canonical is making money, except for the ones working close to it, is mainly because of Mark Shuttleworth. It is widely known that Mark has got a lot of money and is willing to spend a lot on Ubuntu. One employee even stated that:

“Mark Shuttleworth is made of money” [IP7]

This means that the employees do not have to care about whether Canonical is making money or not, at this time at least.

On the community side most interviewees replied they did not really know anything about Canonicals business model. If some of them did they were mostly guessing. In the end the answers we got was close to this quote:
Most community developers does not know much about Canonicals business model. We interpret this as not important to them to know in their work for Ubuntu. A community member mentions at one point that he found out Canonical is not a public limited company, because he wanted to buy some shares in Canonical. This means that the community members have no reason for knowing Canonical’s business model. They cannot make any money themselves on it, and at this point they do not need to fear that Canonical will not be there for Ubuntu, in the near future. Especially because of the Ubuntu foundation mentioned in section 5.2, meaning that if Canonical suddenly cannot support Ubuntu, an amount of 10 million dollars will be released to make sure to keep Ubuntu going for several releases.

One interview subject describes that there are mostly two types of business models in open source development. The old model that is, giving a product for free and selling services and support for that project. The new model on the other hand is about having some of the product open source and other parts proprietary, like for instance Red Hat having Fedora as open source and Red Hat Enterprise as a proprietary product. He believes that Canonicals business model belong to the old kind as can be seen in the following extract from the interview.

“Canonical is in the old model, which is mostly about capture market share and giving all your products for free ... the very few that will require support services or will pay for getting a customised version. This is the ambitious model, something where you invest a lot in the brand and you expect it to be successful enough so with small amount of services you can still make the company live.” [IP5]

If we compare this statement with Raymond’s theory about business models, and our view on Canonical’s business model(s) through this, it is obvious that we do not agree that Canonical only uses the old business model. What we do believe is that Canonical originally sold services around Ubuntu, but now have expanded their business model and lately have incorporated other aspects like the ones this interviewee describes as “the new model”.

6.1.4 How the Business Model Affects the Employees

The business model affects the employees, when a costumer might be involved. Means that what a paying costumer wants triumph what ever the employee was working on at the time.

“well from time to time I get pulled away from my normal development to work on or fix a bug that a paying customer has
reported in which case that usually triumph my daily whatever I was working on for the day.” [IP8]

This means that the employees are under direct influence of the business model, or Canonicals partners. Which also describes why the employees know that the business model of Canonical is mostly about selling services. Some experience this side of the business model pretty often.

6.1.5 How the Community Affects the Business Model of Canonical

The community has an indirect influence on the business model:

“The community counts a lot because sometimes we have to decline things for customers because its just not the Ubuntu way to do things. For instance sometimes the costumer wants to put something that breaks the GPL. And we could do that, but we just say no. Because it is not the way Ubuntu works.” [IP4]

We can now establish that it does actually cost something, having a community. The price is that Canonical are bound by the rules of the GPL and some unspoken rules from the community, to make the effort of keeping the community happy. There are several examples of Canonical failing this, but we will get back to that in the analysis of the collaboration between Canonical and the community.

On the other hand the community does a lot of work for Canonical and the business model:

“You have much more community members doing advocacy stuff, doing install party’s, doing Ubuntu local user groups, than you have developers. The community having this spirit, trying to create this atmosphere of everyone is happy and we are great and its very important in the business model.” [IP5]

This means that even though Canonical might make less money because of the community they also gain a lot from it, especially when it comes to publicity, and support to ordinary users.

6.1.6 Pros and Cons About Canonical’s Business Model

Especially the employees brings up some pros and cons with the business model of Canonical. For one thing, even though the business model might work well for Canonical, it is not a given that it will work well for other companies. This might depend on whether another company is willing to invest as much money as Mark Shuttleworth has invested into Ubuntu. The business model also require acknowledgement from investors that this might be a long term investment;
“It is a good business model, the only problem with this kind of business model is it takes quite a long time to actually pick up. So would be very hard for us to keep up this way if we hadn’t Marks money to back us up.” [IP4]

We believe that the reason that Canonical is expanding their business model to include some proprietary products like Landscape and Ubuntu One is to make more revenue. Meaning that the business model about only provide services, servers and support is not enough to make a company like Canonical profitable on its own. But moving towards offering this kind of software might give Canonical some problems with the community. An employee stated the following:

“There wouldn’t be so much community members if we chose another model. You cannot see so much community in projects, that keep part of the product closed.” [IP5]

This statement is made from the fact that he believes that the business model of Canonical is only about providing services for Ubuntu, but since it is not this means that Canonical might run into the problems that this employee is stating. The discussions about Ubuntu One has already been ongoing for a couple of months now, mostly with community members speaking from one side and Canonical employees speaking from the other.

### 6.1.7 Summary

Using the definitions by Raymond, the business of Canonical has been described as four different models. The “Free the recipe, open a restaurant” of selling services around Ubuntu, being the primary strategy.

The responses from interviewees on the business model of Canonical, has been characterized and compared with Raymond’s models. Generally few, both employees and volunteers, showed much knowledge of the business side of things. Most volunteer focus entirely on their own partition of Ubuntu, and within Canonical the business related activities are allocated to specialized personnel.

Furthermore it is described how certain Canonical employees’ daily work can be directly affected by requests from important customers. The business of Canonical is also adapted to take care of licences issues related using open source licences like GPL, which restricts the types of agreements Canonical can make.

### 6.2 Ubuntu Culture

This section will present our understanding of the organisational culture of the Ubuntu project based on the interviewees and our observations at UDS.
6.2.1 Code of Conduct

One of the characteristics of Ubuntu is the code of conduct which is a set of behavioural guidelines which both the community members and employees are expected to respect. The aim of the code of conduct is to increase the members awareness of how they communicate, and encourage them to be considerate towards each other. We see this as a way of seeding a specific culture, and ensuring that it remains as initially intended. It is a clear cut example of a written set of norms. Most of the interviewees felt that the code of conduct made the Ubuntu community a nicer place to be, and several interviewees had experience with being in other open source communities before, where they did not experience the same open and positive attitude as in the Ubuntu community. One of the interviewees expressed it as:

“We have the code of conduct, it rarely gets mentioned ... there is a different tone in discussions, than I’ve been used to in many different places within the open source world.” [IP 7]

The general opinion is that the vast majority of the community and the employees appreciate the code of conduct.

6.2.2 Coordination and Communication

The Ubuntu project consists of participants scattered all around the globe, with most of the developers working from home. This will be reflected in the culture especially in terms of communication channels and coordination measures. The coordination of a large and geographically distributed project as the Ubuntu project, requires a lot of communication. So how is communication carried out within the Ubuntu project? According the interviewees the means of communicating are mostly:

- IRC
- Mailinglists
- VoIP
- Phone

According to the interviewees, most of the daily communication is done via IRC or by mailing lists. In important cases, or when the members know each other well, the communication might be by phone or VoIP. Physical meetings are more rare, and some developers only, if at all, meet at the UDS. Working with people located all over the world introduces some problems due to the span across time zones, as expressed by interviewee number six:
“Scheduling calls for a global company is really difficult. Especially when you have to talk to someone on Munich, Singapore and Chicago. To have a phone call, someone has to be up in the middle of the night.” [IP 6]

In addition to this, several of the interviewees states that the development at times can be quite stressful due to the odd work hours.

6.2.3 Ubuntu Developer Summit

The next aspect of the culture which we will focus on, is about the scheduling of tasks and assignments in the Ubuntu project. According to the interviewees there are not made formal estimations on the projects in terms of, for instance, expected man hours, but the people involved in the project makes a guesstimate, and has regular catch-up meetings during the development. It is pointed out, that the developer responsible for a project usually have a good feeling of how much work is required, making it a qualified estimate.

Despite the seemingly absence of formal estimations of the projects, it is discussed at the UDS, which features seems feasible during the next release, and during most of the sessions, notes are taken using the Gobby collaborative text editor, which enables all of the participants at a session, to take notes in the same document during the session. During our observations of the session at UDS, we noticed that it’s very different how important the Gobby document is considered to be. The tendency is, that the documents get more attention at sessions lead by Canonical employees, than at sessions run by volunteer community members. At some sessions lead by community members, it took twenty minutes before the person running the session, noticed that no document had been created, and hence no notes had been taken. At another more informal session, it was considered whether a document should be made or not.

6.2.4 Development Model

When we asked the interviewees, what development model. The majority of the answers where that they don’t really follow any specific model, and that it is mostly based on the agreements among the developers, and the progress is monitored through regular status meetings. The closest we came to an actual model, was that statements, that it would be an agile development model. So in this case, it sounds like interviewee number four’s statement on the topic, gives an indication:

“...it is quite controlled chaos.” [IP 4]

This said there are indications that the many stages of rapid alpha and beta releases encourages to what could look like sprints, which is known from the agile software developing approach Scrum.
6.2.5 Reputation

It was clear to us, that reputation of employees and community members play a key role in the culture of Ubuntu. For instance Launchpad users get karma points for their profile based on the work that they do. This system is structured such that the more tasks you solve, and the more important they are - the more points you get for you profile. Then the rest of the community members can see how good you are. A contributors reputation in the community is defined through what he does and how does it. Interviewee number fourteen states precise and clearly:

“You are treated based on how you act and what you do.” [IP 14]

The reputational demands are the same whether you are a volunteer in the community or a Canonical employee.

“you don’t get any special right from working for Canonical. You still have to prove yourself.” [IP 3]

According to the interviewees, they work hard to achieve their reputation there are volunteers doing up to 60 hours of Ubuntu related work a week. Among the employees one developer has been working up to 90 hours a week.

6.2.6 Employees and Volunteers

According to most of the interviewees, there is very little difference between the volunteers and the employees, where the main difference is that employees has the possibility to dedicate more of their time to Ubuntu, which makes it’s easier for them to know what it happening within the project.

Canonical Culture

More of the employees sees themselves as equals with the community members, and Canonical employee and interviewee number three expresses it with:

I03: “I think that most Ubuntu developers, that are Canonical employees, participate within Ubuntu as any other developer...”

Community Culture

When it comes to the volunteer contributors, there is a slight difference in the way, that they perceive their position. Whereas the employees position themselves as equal to the volunteers, the volunteers refrain from positioning themselves, but only concludes that it is difficult to tell who is an employee,
and who is a community member. An example is the following statement from one of the volunteer contributors:

“it is not clear to me who works at Canonical and who doesn’t. Its just all the people on the list, and everyone’s opinion seems valid.” [IP 13]

The volunteers respect the opinions of both volunteers and employees as equal, and make no distinction.

One thing is the equality between the volunteer contributors and employees. Another is when it comes to Canonical as a company, were there tends to be some scepticism from the community, against changes Canonical pushes into Ubuntu without the endorsement of the community. Interviewee number five states it as:

“Most people are doing obstruction, to whatever they perceive that Canonical pushes, rather than something that should be done in Ubuntu anyway.” [IP 05]

An example of such resistance against forced changes, is the notification bubbles added in Ubuntu 9.04. The notification bubbles came in rather late in the release cycle, and many community members felt that it was forced by Canonical, and that it didn’t have the support of the community. This leads us to our understanding of the organisational hierarchy of the Ubuntu project, it’s different governing bodies, and how they resolves various disputes.

Governing Bodies

At the top of the hierarchy, founder and owner, Mark Shuttleworth, has the final say in every decision or dispute, if the the other instances can’t reach an agreement. The ability to veto something, is however used very seldomly. The way it often works is that Mark Shuttleworth present and argues his view on the matter, and the other parties tends to accept his view. Most disputes are solved by the involved parties themselves but if they cannot reach an agreement, their dispute might reach the Technical Board, the Community Council or the MOTU council depending on what the dispute is about. As the name suggest, the Technical Board deals with the technical decisions, such as package selection, library dependencies and the like. The community council takes the social aspects of the community, and ensures that the community members respects the code of conduct. The community council is also the governing body, responsible for approving new teams and projects. MOTU council is a bit different from the the technical board and the community council, since it applies only to the MOTU part of the community. In many ways, it serves many of the same purposes as the community council, by resolving disputes in MOTU, and by the supervising
the MOTU community. In this way many decisions and disputes are handled without ever being elevated to the top level.

6.2.7 Summary

The code of conduct is a document stating the desired way to interact in the Ubuntu community. It asks community members to be considerate of how they communicate. It is considered one of the reasons, that the Ubuntu community is often characterized as a more welcoming community, than some other open source communities.

Communication within Ubuntu is mostly done by IRC, since everyone is at home, without physical contact to other community members. In order to have the community meet face to face, the Ubuntu developer summit is held at the start of each new release cycle. Here both employed and volunteer community members plan the next version of Ubuntu.

The Ubuntu community rewards effort by peer recognition. A system of karma points is established to emphasize this.

6.3 Champion and Canonical owner

The Canonical CEO Mark Shuttleworth is the founder and owner of Canonical. In the following the background of Ubuntu and Canonical is presented, and the current position of Mark Shuttleworth in Ubuntu is described.

6.3.1 History

While obtaining a Business Science degree in Finance and Information Systems at the University of Cape Town, Mark Shuttleworth got involved with the open source projects Debian and Apache. Mark Shuttleworth later started the certificate authority company “Thawte”, which he sold in 1999 to competitor Verisign.

After realizing his dream of space travel, starting both a venture capital company and a non-profit foundation to improve education, Mark began planning what would become Ubuntu. In April 2004 he assembled a group of open source developers to work on a new Linux distribution. These first members of the Ubuntu community had all been hand picked by Mark Shuttleworth, based on their previous work and reputation within open source development. Mark Shuttleworth named the new Linux distribution Ubuntu. It is a concept from South African culture, which has been translated as “Humanity towards others”. It expresses a spirit of sharing and collaborating, that is also found in the culture of open source software.

The company Canonical was founded in 2004 to employ and pay developers to work on Ubuntu. To hire the most qualified members of the global
open source community, Canonical became a virtual company, where the employees work from their homes. [HBB09]

### 6.3.2 Position and Control

Mark Shuttleworth is the one person everyone seems to know within the Ubuntu project. When asking about the organisation of Ubuntu, he is the most frequently mentioned person. It is well known among all the interviewees, that Mark Shuttleworth is the top figure of Ubuntu. This is also true among those, who do not have a detailed understanding of the leadership of Ubuntu.

> “Mark Shuttleworth fly pretty much right at the top and then I think there is a technical board of a few people around him and then under that there’s the different teams” [IP19]

With many who know the name Mark Shuttleworth, but not much about him, could have given him a special status in the community.

> “I only know a little bit about him [Mark Shuttleworth] and some of those Canonical stars” [IP12]

The size of the Ubuntu community, and the busy schedule of Mark Shuttleworth unavoidably creates a certain distance to a large part of the Ubuntu community and the CEO of Canonical. That can make Mark Shuttleworth appear as an illusive figure atop the Ubuntu community. In any way he is the face of Canonical to external partners, as well as the volunteer contributors within Ubuntu. To the interviewees from Canonical, Mark Shuttleworth is still an authoritative figure, but he is not surprisingly described as a colleague.

Mark is portrayed as the visionary of Ubuntu by both volunteer contributors and Canonical employees.

> “He [Mark Shuttleworth] has got a really cool vision of what he wants Ubuntu to be, and I think that’s inspiring” [IP8]

> “Mark Shuttleworth he will state the name of the next Ubuntu release. He will review the goals, that he wants to accomplish, and after that, various developers starts making blueprints in launchpad to try achieving those goals.” [IP14]

Mark Shuttleworth champions the issues he finds are important for the next release. At the UDS in Barcelona he opened the first session on the server track with his ideas for the coming release, and then left the room to leave the server team to finish the session.

It is clear that Mark Shuttleworth have a great deal of influence on the direction in which Ubuntu develops. Mark Shuttleworth is also the final
step in a chain of escalation of disputes. Issues that can not be resolved otherwise can ultimately be decided by Mark Shuttleworth.

“We have Mark Shuttleworth, our big boss and chieftain, and if he thinks something, well in principal he has the right to veto everything, but Mark he is sly enough to know when to use that right, and when best not to” [IP7]

The last part of that statement is an interesting example of the balancing act to direct Ubuntu in a particular direction. At the UDS Mark Shuttleworth referred to his stepping to end a discussion as a “heavy club to hit with”. He further explained, that he often let things play out for a while to see if something constructive would occur, and only when that does not seem to happen will he take action ending the discussion. This did happen at the Ubuntu Developer Summit at least one time, during a short session, where the speaker made some statements the Ubuntu Community and employees did not agree with. After a few minutes Mark ended the discussion by saying: “this is not the right time or place to have this discussion”, which people accepted, and the discussion was over.

Even though Mark has a lot of ideas himself and has got a great influence on the features in Ubuntu, it takes a lot of people to keep Ubuntu up and running, and going forward. Both Canonical employees and the volunteer community are needed for achieving this, and especially that they manage working together on Ubuntu.

6.3.3 Summary

Mark Shuttleworth is the visionary of Ubuntu. He is considered an inspiration among many in the Ubuntu community. His opinion carries great weight, but not all approves of his great influence, and leadership of Ubuntu requires much balancing from Mark Shuttleworth.

6.4 The Collaboration in Ubuntu

A very important part of Ubuntu is that there are many people involved in the making of Ubuntu. All these people come with very different interests and agendas. This means that clashes can and will occur especially between Canonical and the community.

6.4.1 The Relationship Between Canonical and the Community

It’s important realising that Canonical is into Ubuntu to make money on it. Even the volunteers have different reasons for contributing. Some are doing
it for the fun of it, and others are being paid by a company or are doing it for their own company.

They [the community] have their own schedule and of course they have their own set of priorities which in some in many you know might be commercial more than community driven. [IP 15]

This means that there are many very different reasons for contributing, and people sees Ubuntu from very different angles. This can give some problems within the community. Canonical have to make sure that the distribution is the best possible, even though the release management team have to approve something for the next release after the release deadline.

Somethimes we have to rush some features in, we have to bend the rules to get the features done. [IP 5]

This have given some trouble with the community. That Canonical can break the rules when many others cannot. But according to several interviewees some community members can also break the rules if they are trusted community members. Canonical are working hard to not end in situations where breaking the rules are necessary, because they know it will make people from the community very unhappy. They also know that the best way to avoid these situations is just not breaking the rules. It seems like it is very different how community members are handling Canonical breaking the rules. Some community members, states that they do not think Canonical would break the rules unless it was really necessary, but apparently others feel that Canonical have got to much power over Ubuntu, and therefore really dont like when Canonical is breaking the rules.

Some people, even if they’re very involved in Ubuntu and stuff, they think Ubuntu is good, but they don’t always think Canonical is good. Because they have an idea that we are up to something. That we have a secret plan, which off course is evil, because such plans are always evil. [IP 7]

We believe that the reason some people are not that impressed by Canonicalls involvement in Ubuntu is because their view of open source is very idealistic, in the way that open source should be free and there should be no money involved at all. On the other side they might feel that Ubuntu is the best distribution for them.

6.4.2 Recent Problems

In the latest Ubuntu release cycle version 9.04 released april 2009, Canonical introduced a new team, the user experience team. This team brocke the
rules for the release schedule and released some new features pretty late in the release cycle. The features were called notification bubbles. Both the new features and the way they were introduced made a lot of people especially from the community very unhappy. When asking about this exact problem in our interviews, the joint opinion from most interviewees was that what people was really mad about probably had more to do with that the community did not feel they had anything to say about the new features, and less to do with the features itself.

Many people, especially Kubuntu users, were not too happy about this, because we really were not able to express our opinions about the notifications beforehand. And we pretty much felt, that Canonical was using their power to get things done, which many people don’t like. [IP 14]

Even Canonical employees stated that they did not think this situation was handled very well, and was not sure that implementing the notification bubbles for this release was the right choice to make. The discussion about the notifications ended when Mark Shuttleworth stated that the change was final, and that it would not be changed back.

I don’t really like the change, but Mark says it is final and he has some valid points for it, like Ubuntu should lead, not follow. [IP 11]

Especially the point about Ubuntu should lead and not follow, might be the reason that the notification bubbles did get implemented for this release. Meaning that Canonical might have felt it was worth the heat from the community, to get in front with this kind of features.

6.4.3 Distribution of Tasks Between Canonical Employees and Community Members

Since Canonical is not the owner of Ubuntu, but a contributor though a large contributor, this means that the tasks Canonical are choosing to work on, regarding Ubuntu, are the feature they wish to get in the next release. The Canonical employees does not have much say in what they are working on, those decisions are made on the manager level. The community on the other hand are free to take what ever tasks they want.

My manager can quite happily assign a task to me, because he’s my manager, but he couldn’t assign it to a community member. [IP 2]

Canonical employees are working on what tasks that Canonical have decided are important for them. Since the community members are volunteers no one
can make sure that they finish an important task before a deadline. This means that if a community member takes on a task and for some reason does not finish it, the feature will not make it into the next release. What community members are often working on, are features they or maybe their employer have a special interest in,

The community members have a clear preference in what they want to do, they usually, especially community members in my team, they are usually working for their own companies or they have their own personal agenda, they need some features in ubuntu, and they are working clearly on that. [IP 5]

If a community member does not have anything specific they want to work on, they do have the possibility to pick up tasks or fixing bugs. These tasks can be found on Launchpad.

6.4.4 Ubuntu Developer Summit

The Ubuntu Developer Summit (UDS) is the kick-off for a new release of Ubuntu, and the primary means of planning and coordination. It takes place about one month into each release cycle. Every second time it is located in Europe or North America respectively. The latest was held in Barcelona from May 25 to May 29.

Due to the distributed nature of Canonical as well as Ubuntu at large, the UDS is one of the few times the Ubuntu community meets face to face. The summit is open to everybody, who wish to take part in shaping the next release of Ubuntu. Canonical employees are expected to participate, and get all expenses covered by Canonical. Anyone can chose to participate at their own expense, but Canonical will invite certain volunteer Ubuntu contributors, and sponsor their stay.

The purpose of bringing all of those Ubuntu developers together, is to discuss ideas for the upcoming release of Ubuntu. In preparation to the summit, input from bug reports, users, developers and Canonical teams are collected to see what everybody wish to see happen in the next release. The suggestions are then arranged in a schedule for discussion at the UDS. The Canonical employees attending the summit meet the week before the summit to socialize and prepare. Sessions are often lead by a Canonical employee. For practical reasons the summit is organised in a number of different tracks. At the Barcelona UDS there were seven tracks divided among 14 rooms at the same time. The tracks were “Community”, “Desktop”, “Foundations”, “Kernel”, “Mobile”, “QA” and “Server”. In total there were 335 one hour sessions throughout the week, and 20 short plenary sessions. The schedule is adjusted during the summit, to allow for follow-up discussions of issues,
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which were not covered in a single session. In the same way some sessions
turns out to be less important, and are then removed from the schedule.

The sessions in each track are very different. Sessions in the commu-
nity track could be about how to best include newcomers in the Ubuntu
community, where sessions in the kernel track will often concern low level
discussions of hardware interaction. To help the participant at the summit
find others, who share their interest, the ID badges worn by all, could be
marked with colour coded labels, signaling ones interests.

In addition to the Ubuntu community, representatives from upstream
projects and Canonical partners also take part in the UDS. Since this is
one of the few times the developers of Ubuntu are together in one place,
this is a chance for everyone to expand their network in the community. A
few sessions were lead by Canonical partners discussing ways to collaborate
with the Ubuntu community. The UDS is also a great way to strengthen
the cohesion between Canonical employees and community members alike,
both through the sessions and social events.

The UDS is clearly an important event for Canonical, since it is one of
the few chances for its employees to socialize. It is however a very busy
week. The time is precious, because it is the only time the Canonical teams
and volunteer members of the community have this kind of opportunity, to
exchange opinions and ideas. The UDS is a vital part of the established
collaboration in Ubuntu. The blueprints created based on the discussion
forms the basis for the coordination of resources.

Even though UDS is an open event, practicality dictates, that only a
small subset of the Ubuntu community will be present. That means the
majority of the community is cut off from the direct access to participate in
setting goals for the next Ubuntu. This is not in compliance with the ideals
of open source development. To alleviate the issue, audio from all sessions,
and video from some, is streamed online. This creates a line of one-way
communication. In some sessions the chat service IRC was used to create a
return channel. It was however only in a few sessions this happened. The
outcome is that even with the audio or video streaming, influence at the
UDS is primarily attainable for those, who are physically present.

6.4.5 Summary

The different backgrounds and interest of the people forming the Ubuntu
community presents challenges in finding a common way to develop the dis-
tribution. A recent issue about the introduction af a notification system,
shows how Canonical’s interest to push Ubuntu in a certain direction on its
own terms, can lead to unhappiness in the community. Even though vol-
unteer and employed contributors often work under very similar conditions,
the difference will become apparent when business concerns requires action
from employees, or in the level of freedom a volunteer has to focus on a very
limited scope.

The Ubuntu developer summit is the main planning event for each version of Ubuntu. It is a very complex and busy event, where a broad scope of all that is Ubuntu is discussed. Despite great effort to make the event available to the largest possible part of the community, the nature of event limits the value of remote participation in this part of Ubuntu.

6.5 Open Source

Being an open source project, Ubuntu is set to exist under certain conditions. Canonical does not own the software, and can only direct the focus of its own employees, not the community at large. In principle all decisions are made by consensus. Exceptions from this principal can jeopardise community support for the project. Access to the source code means, that anyone can take the software and customise it as they see fit. Furthermore the open access to source code allows for open participation in a collective effort, to work on Ubuntu as a common good. The open source nature of Ubuntu becomes a frame for both control and participation in the project.

6.5.1 The Community’s View on Open Source

There is no indication of a strong ideological support for open source among the interviewees, but there is a positive attitude towards open source. Open Source is mentioned as a part of the positive feeling of taking part in a shared effort.

“I contribute to it because I use it every day so I am happy just to improve it for myself and other users” [IP12]

This feeling of goodwill from doing something, which can benefit others is repeated by several others. So is the first part of the above statement. That taking part in an open source project makes it possible to make improvements to suit one’s own needs. This is what is sometimes called “scratching your own itch”. A property of open source development expressed in a statement like the following:

“one of the most interesting things about open source is how, you can get involved by your selfish desires, like you just wanna fix something ... with other things something might annoy you, but there’s nothing you can do about it” [IP19]

The ideology of open source is not important to the contributor, but the practical consequences of open source development is.

When talking to volunteer community members about contributing to Canonical’s business without compensation, many mention contributing to
an open source project, as a reason to accept this. Because the work is contributed to a common good, Canonical’s possible earnings are not seen as injustice.

6.5.2 Canonical’s view on open source

For Canonical as a commercial stakeholder in Ubuntu, its control is limited because Ubuntu is Open Source Software. Canonical does not have ownership of Ubuntu, and most adapt its financial operation as described in Section 6.1. The daily work routines are also adjusted to suit the distributed and community oriented development practise as described in Section 6.4. An interesting example of how Canonical participates in the open source community, is that employees of Canonical have to earn their right to access software repositories, as any other participant in the Ubuntu project.

This shows that Canonical takes the role of its employees as members of the community seriously. They value the support of the community, and wish to participate on equal terms. In that way the Ubuntu community resembles other large open source communities, with the exception that Canonical employees can work full time on Ubuntu.

Canonical is however not purely dedicated to open source. The coordination tool, Launchpad, was developed by Canonical as a closed source project. It is part of the infrastructure that is put in place to support the development of Ubuntu, and has only recently been made open source after requests from the community. Launchpad was created to be a single point of coordination for all open source projects. Providing the source code could result in the deployment of a large number of similar tools servicing different projects in a fragmented manner. In the case of Launchpad, Canonical took a pragmatic approach to achieve their goal. Ultimately releasing launchpad as open source again shows a will to please the community, but only after launchpad had become an established tool for a number of open source projects.

6.5.3 The Open Source Ecosystem

Ubuntu is part of a larger collection of open source projects. Much of the software included in Ubuntu, is developed within other open source communities. Such external development projects are referred to as upstream development. The contributors working on Ubuntu integrates the upstream software in their distribution. That helps the software, to be exposed to a larger user base, which often means bug reports and feature requests becomes available in greater numbers. The increased testing and end user input can help to improve the software. That way the Ubuntu project can contribute something back to the other projects, which provide software used by the users of Ubuntu.
Another Linux distribution called Debian is a very important upstream contributor to Ubuntu. Each Ubuntu release is based on the current unstable version of Debian at the time of each development cycle’s beginning. A returning session at the UDS, is an evaluation of the relations with the Debian community. At the Barcelona UDS the notion was, that previous scepticism towards Ubuntu had declined, and experience from working with Ubuntu is now viewed as positive in the Debian community. Because Debian is a purely community driven project, the collaboration between Ubuntu and Debian is largely based on personal relations among contributors.

The structure of Ubuntu further complicates the issue of control over the project. Canonical can communicate directly with the people driving upstream development, but have even less mandate in those projects, than in the Ubuntu project.

6.5.4 Summary

As a fundamental factor in what Ubuntu is, its open source nature defines the business, the possibility for participation and ultimately the community, that is Ubuntu.

Canonical’s means for controlling Ubuntu are limited compared to a traditional commercial software project, but enhanced by the committed additions by the volunteer developers. The Ubuntu community is largely driven by an intent to make Ubuntu better for one self and the community at large. Canonical has committed to an open source strategy, and are working to keep business and community together.
Chapter 7

Discussion

As stated in Chapter 1, the purpose of this study is to examine the questions: “What control does a company have over a commercial/volunteer open source software (OSS) project?” and “What is the relation between volunteer participants and a company with commercial interests?” Based on the information obtained through the analysis, these questions will now be answered.

7.1 Ubuntu as a Part of Open Source History

As it has already been described in the literature, the trend for most successful open source software, has been that it is so-called infrastructure software. This is the case for much of the open source software described previously in this report. Ubuntu can be said to be part of a development in another direction. Based on the heritage of the open source software, which today make up vital parts of the Internet, which makes the distributed development process of Ubuntu a possibility. The Ubuntu desktop at least is an attempt to take open source software into the mainstream use, with a focus on end users and ease, which previous open source successes didn’t make a priority.

7.2 Development in Ubuntu

The development effort in Ubuntu is similar to what is found in many open source projects. Communications is based on Internet technologies. IRC is the primary means of communication. What is interesting is that both the volunteer and the employed developers work under similar conditions, since Canonical does not house its developers in a common office, but have them working from home. Both employed and volunteer developers work in a distributed environment. In that way the employees have access to the same communication channels as any volunteer.
The leadership in Ubuntu is centered around Canonical and its employees. Canonical employees are organised in teams, which are responsible for certain functional parts of the Ubuntu distribution. These teams cover the central and most critical parts of Ubuntu. The leadership provided by the leads in the Canonical teams has a great influence on the direction in which Ubuntu is developing. This can be seen as a more organised extension of the core group found in many community driven projects. Each team is in a way the core group within its domain. Volunteer developers can take part in the work, but the main effort lies with the Canonical team. Mark Shuttleworth can be characterised as a so-called benevolent dictator. He is the one with the final say. If conflicts cannot be solved, he is the one who can step in. Mark Shuttleworth is different from the leader of a non-commercial community project. Mark Shuttleworth is involved with Ubuntu to make a business. It is difficult to say for sure, but Mark Shuttleworth could have strong financial motives not to be benevolent.

Among the volunteer developers in open source communities, it is the ones who commit and deliver good quality, who are trusted and rewarded. The Ubuntu community is the same. Canonical makes its employees take part in the community on the same terms as any volunteer developer. Only after having shown to be worthy employed developers earn the privileges to change the code in Ubuntu. Once an employee have become a part of Ubuntu, the dedication a full time effort allows for, is likely to help them become among the most trusted and privileged. They will be further aided in that effort by the extensive network, an employment at Canonical provides.

The Ubuntu project is different from many others in the choice of tools. The proprietary Launchpad platform, developed in-house by Canonical, is completely essential for the way Ubuntu works today. Canonical owns the infrastructure, on which all Ubuntu development relies. The software and the hardware.

The volunteer members of the Ubuntu community would appear very similar to those of other communities. An emphasis on considered interaction through the code of conduct, seems to have a positive effect on the comfort for the community. The Ubuntu community expresses a positive attitude towards open source, and the spirit of collaboration and sharing. In addition to the pleasant feel for opensource, there is also a very positive attitude towards all things Ubuntu. The work by the Canonical community team, could very well be a great part of that.

7.3 Business in Ubuntu

Examining Canonical’s business model shows a focus on selling services on the basis of Ubuntu. The key for Canonical to make its service business
a success, is how popular Ubuntu can become. The demand for any of its services, as well as for sale software products, is relative to the number of potential clients, who runs or would like to run Ubuntu. Even without a single Ubuntu user paying Canonical for anything, a large user base can help convince hardware producers, that they need to be working with Canonical. Looking at Raymond’s open source business models, the strategy Ubuntu is following is not new. The large start-up capital available to Canonical by Mark Shuttleworth is properly the most interesting aspect of Canonical business operation, making it a unusual endeavor.

7.4 Canonical’s Control of Ubuntu

Ubuntu is, as many other open source projects, characterised by a system, where influence is rewarded to those who show commitment and quality in the work they contribute. The more time a contributor is willing to spend working on Ubuntu, the better are the condition for establishing a network, being able to keep taps on the activities in the community and make a name for one self. Because the employees at Canonical are paid to work on Ubuntu full time, they are more likely to be the ones, who has the most time available to contribute to Ubuntu. Furthermore the Canonical employees work as part of a team, which means they are likely in a better position to establish a network among Ubuntu developers, and they will be known names to other Canonical employees.

To ensure that critical work for each release is taken care of, employees of Canonical are typically assigned those tasks. They can be considered more reliable, since they are on contract to dedicate time to Ubuntu development. This also means, that volunteer contributors are rarely the ones working on critical new additions. Volunteer developers are generally driven by their own interest. Interest can vary, and the volunteer developers have been described as having a more narrow scope in their contributions, compared to the employed developers, who need to be more focused on entire solutions.

Because of the time invested, an established identity in the community and a spot on a Canonical team, it is the employees, who become leaders in most efforts in Ubuntu. Canonical provides the infrastructure, which makes the applied work processes possible. By doing so, they are an important part of determining the rules of how work is done, and by who.

This leads to a situation, where the most influentially, best known and most valued contributors are on Canonical contracts. Depending on exactly what degree of independence the individual employee have in how to interact with the community, this is a situation in which Canonical have a great deal more influence, than one might assume a company, not owning its core product, would have. This is influence to drive new initiatives, and it is not necessarily at they expense of volunteer contributors change to
drive their initiatives. The establishment of several software repositories, where some are under the supervision of volunteer community members, allows Canonical to dominate the parts of the distribution, which they find important. At the same time initiatives from volunteer developers can live their own lives in less restricted repositories.

7.5 The Relation Between Employees and Volunteers
Chapter 8

Conclusion

The purpose of this study was to get answers to the two following questions about open source development:

- What control does a company have over a commercial/volunteer open source software (OSS) project?
- What is the relation between volunteer participants and a company with commercial interests?

To be able to answer these questions we conducted a case study with the use of the data gathering method qualitative research interview, and additionally an unstructured observation study conducted at the UDS. We have interviewed 20 people, nine people from Canonical including Mark Shuttleworth and eight volunteer contributors. After conducting the interviews and observing at the UDS, by means of a brainstorm, we ended with five bases on which we would analyse our data.

We believe that Canonical has a lot of control over the Ubuntu release. They host the developer summits and they decide which volunteer contributors will get sponsored for these summits. The first month of a new release cycle Canonical employees are planning what features they and Mark Shuttleworth would like to see in the next release. After UDS, Canonical employees will work on the tasks that Canonical found was important features for the next release, and only a few volunteer contributors are working directly with the developing teams on the Canonical tasks. Most volunteer contributors will work on fixing bugs etc. or will be working on something set by their own agenda. The Canonical employees and most volunteer contributors acknowledge that Canonical runs most of the show about Ubuntu. Only a few open source idealists sees this as a problem, as long as Canonical is not breaking the rules surrounding the Ubuntu release cycle. When Canonical is breaking those rules a lot of people are not happy, and the discussions seems endless. This might result in a statement from Mark Shuttleworth saying that a change is final, and then the discussions dies or get more quiet. In
the end we do believe Canonical is running the show. But they do try to set up a more democratic environment around the volunteer contributors, and only use their power if it seems like the best solution for Canonical. The volunteer contributors and Canonical have one major interest in common: Making Ubuntu as successful as possible. The volunteer contributors must feel there is a reason for staying and contributing to Ubuntu, otherwise they probably would have left already. A very important factor is Mark Shuttleworth. He is an icon, and a star, even though he is also the one who can veto everything. He is playing a very important part, trying to make sure that his and Canonicals interests are nurtured but also remaining popular with the community.
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Appendix A

Interview Guide
General questions
● What is your name?
● What is your education?
● How many years of experience do you have working in software development?
   ○ How many years working with open source development?
● Where do you work? At home(country?)/Canonical?
● How long have you been working at Canonical?
● What is your position at Canonical? - department and primary function

Cooperation and management between Canonical, and the volunteers in the Ubuntu Community.
● How are the roadmap of Ubuntu made? What influence does Canonical have in this matter?
   ○ Could you give one or more examples of how suggestions or changes are evaluated before being accepted or rejected in the roadmap?
   ○ How is it decided which tasks are developed and which aren't?
● How are tasks estimated and prioritised after the roadmap is made?
   ○ Who are involved in this process?
● How are tasks distributed between the developers?
   ○ How is it decided which tasks the volunteers of the community should solve and which the Canonical employees should solve?
● How is it ensured that tasks are solved at the scheduled deadline?
   ○ How is it handled if a task can't make the deadline?
● What development model would you say is used in the development of Ubuntu?
● Can you think of any differences in the way employees and volunteers participates in the development?
● Have you experienced any problems in the collaboration with the volunteer community?
   ○ What was done to resolve those problems?
   ○ (Have you heard of any problems between employed developers and the community?)

Cooperation and management internally at Canonical
● How is the Ubuntu project structured in terms of organisational units?
   ○ How do Canonical employees fit into this organisation?
● Who do you cooperate with in Canonical and the community, and by which means?
   ○ How many people do you frequently communicate with? From which departments and on which topics?
● Please, give some examples of the daily decision process. What decisions do you make, and who else are involved?
   ○ Are there any general guidelines for decision processes?
Business model of Canonical

- How would you describe the business model of Canonical?
  - How does the volunteer community fit in this business model?
- How would you say that the business model affects your daily work?
  - Is the economic prospect of Canonical something you consider in your daily work
  - Have you experienced, that decisions in your daily work, are made to suit the business model?

(Er der specielle hensyn at tage til communitiet pga. Forretningsmodellen, og omvendt.)

- How does Canonicals collaboration with the Ubuntu community influence the business model?
- What influence do you think the business model has on the community?
- If any influence – could you give one or more examples?
- Can you think of any major differences or similarities in the business models of Canonicals collaboration with the Ubuntu community compared to other similar Open Source Projects?

Finishing questions

- Do you have anything further you would like to say?
- Do you have any questions about our study?