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Abstract

This project is aimed on providing a adaptive solution for an already working 7 degree
of freedom redundant serial manipulator controller proposed in the previous work of a
student of AAU in [1]. The industrial manipulator is the KUKA LBR iiwa, for which the
solution has been tested out in the actual manipulator in the laboratory. The robot’s
kinematics and dynamics are modeled based on the screw theory [2] and controlled by an
energy-aware impedance control [3]. Similarly to the suggested approach on Cartesian
restrictions revised in [1], this projects presents a different architecture for the virtual
limitations in its software. This new procedure is based on the analysis of entire 3D
models with the use of a robust multi-plane segmentation algorithm [4] which extracts
the planes of a point cloud on different scales depending of the application. In the end,
those planes are inserted into the software to create the relevant constraints. As it was
already proved to be possible to restrict the Cartesian and joint workspace of such a
serial manipulator, the current project goes a step further into the implementation of
entire entities restricting the workspace.
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Preface

This report was written in the spring of 2022 by Antonio Aranzana Sánchez, and it
describes his Master Thesis on behalf of the Electronics and IT study department at
Aalborg University. The project refers to the study and implementation of an adaptive
solution for the integration of virtual restrictions into the controller of an industrial
manipulator. In order to understand the work presented, knowledge in Linear Algebra,
Calculus, manipulator modeling, Control and Computer Vision is required.

In the thesis, the KUKA LBR iiwa robotic manipulator has been modeled and its
impedance control tested on the real manipulator to its use, everything coded in C++
language with the use of the Fast-Research-Interface library from KUKA. The KUKA
LBR iiwa specific data such as the Inertia Tensor, link masses, center of mass, has
been extracted from the URDF provided in a free available repository found in https:
//github.com/kuka-isir/iiwa_description. The 3D models that serve as constraint
entities in the controller were created as meshes in CloudCompare and its point cloud
was generated in the same software with a density of 1 million points. A multi-plane
detection algorithm [4] coded in C++ was used and various scripts in python and C++
were created on top for the combination of both the controller and the planes extracted
from the model.

Antonio Aranzana Sánchez Aalborg University, June 1, 2022
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Nomenclature

qi/q
i

Joint bounds applied to each of the joints of the manipulator

τT Total torque values calculated from the joints and wrenches

H0
i Homogeneous transformation matrix of the ith link based on the 0 reference

frame

ξb Twists displacements of a body represented as a column vector

AdHf
b

Adjoint homogeneous transformation matrix between the body and the inertial
reference frame

p(t) Trajectory of a link of a serial manipulator

pfb Coordinates of a point relative to the inertial reference frame

qi,J Threshold distance at which the joint limitations activates

qi Joint position ∈ R

Rfb Rotation matrix of a body link relative to the fixed reference frame

Sb Body link reference frame

Sf Inertial/fixed reference frame

T (x) Transformation matrix from Rn to Rm dependent of x
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W b,bT

C Wrench that is to be applied to repel a specific link from a constraint
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Chapter 1

Introduction

The industry of industrial manipulators has grown over the years as they enable per-
forming various tasks that may be unsuitable for humans workers or harder for other
robotics solution. These type robotic applications can easily reduce the labor costs - in
comparison to a human worker, increment the work-safety - as it decreases the risk of a
person to suffer from injury, maximize the speed of manufacturing or reduce the cycle
time [5] among other pros.

It is a common believe that the robots are meant to take the work away from laborers
in the production line, but this is far from reality. Indeed, robotic manipulators applied
in the industry try maximize the production without replacing the workers in the pro-
duction chain. Rather than that, they have co-existed for years; this mechanical units
that share a workplace environment and develop their tasks along with human workers
have been named Collaborative robots (co-bots). This type of robots are one of the
most growing applications of the automatic applications in the industry [6]. However,
they are also one of the most restrictive applications as for what has to be with the
requirements to fulfill, as it can be seen in ANSI/RIA R15.06-1999 (R2009) or ISO
10218-1-2007 as examples.

Collaborative robots need to be as safe or safer than any other process in the production
line. Therefore, it has always been looked for the most suitable station for the robotic
manipulator. Normally, these manipulators count on fences and walls that limit the
environment surrounding and thus, the reachable space of the robot arm. For the
current report, the manipulator of study will be the KUKA LBR iiwa seen in Figure
1.1, a 7 degrees of freedom manipulator used in collaborative scenarios and difficult
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assembly tasks.

1.1 Problem Analysis
The capacity of the industrial manipulators of behaving in a specific way taking into
account the electronics, mechanical aspects and the physics applied on themselves and
their surroundings is given by the control strategy implemented. Due to the nature of
the robotic manipulators of being able of reaching, commonly, various meters in a 360º
circumference around their base, a proper control scheme capable of reacting to the
continuous changing environment is crucial.

Fig. 1.1: KUKA LBR iiwa 1. Robotic manipulator of study of the current project.

In the literature, one of the most studied applications for the control strategies in ma-
nipulators are the reactive control designs, that can affect the behaviour of the robotic
manipulator when it encounters an object in its trajectory or if any unwanted inter-
action takes place [7], [8]. Essentially, they react to actual collisions and stimulus in
real-time. This strategies combined with the correct system design may enable the se-
rial manipulator be aware of its are of reach and react accordingly to the unpredictable
environment.

A good example of application for the combination of a reactive control such as an
impedance control [9], with the addition of predefined restrictions in space to avoid
known collisions has been studied previously, and would be the base and project of

1https://www.kuka.com/en-de
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Fig. 1.2: Use case scenario for the virtual limitation in the manipulator’s workspace. Extracted from
[1].

reference for the current study [1]. The study emphasises en on the idea of restricting
the Cartesian workspace so that the manipulator can be established in an already defined
work station, making the mechanical unit adapt to its environment without the need
of modifying the machinery nor the conditions of its adjacent space. With this idea
in mind, this report focuses on the study and implementation of an adaptive solution
for such an application, resolving on the side effect of the application demanding a
study of the environment and its actual implementation on the control software. At the
same time, a draft algorithm for the implementation of curved constraints is proposed,
improving the overall robustness of the system.

1.2 State of the Art
As mentioned above, collaborative robots play a huge role in the industry. Therefore,
along with this increase of use of such a unit, many studies dig deep into the research
of minimising the collision-effect of the manipulator against the environment [7], or
different solutions such as avoiding the obstacle that the robot arm would collide with
[10] for a given trajectory.

These researches have in common planning trajectories and resolving on the different
stated collision issues on predefined space. However, they are not suitable for real-time
manipulation of the robotic arm, either programmatically or by teaching. For instance,
if a worker would need to manipulate the unit to a desired position, the robot would only
know how to avoid a specific obstacle blocking the trajectory the robot was programmed
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to do, and thus, the new trajectory would need to be specified along with the obstacles
on it in the proposed space. For any other application, the robot would fail into not
colliding to a determined space.

Specifically, the control of the robotic manipulators happens in most cases as a single-
input-single-output (SISO) systems, and for the handling of multi-input-multi-output
(MIMO) systems such as robots, complex neural networks and fuzzy logic approximators
are to be used. For instance, an interesting work presented in [11] addresses a solution for
manipulator with unknown dynamics or motion constraints. But neural networks and
other machine learning approaches do not normally apply alone and present themselves
in combination with other schemes, such as Model-Predictive-Control (MPC).

Some studies rely on ultrasound sensors, force resistors, cameras or other solutions such
that the application becomes context-aware and in advance, is able to behave according
to the changing environment. For example, in [12] an MPC solution is also used utilising
the response time of a worker when using a robot interface along with the time it took for
him to complete the task or the number of clicks done in the interface, then controlling
the system based on the external studied interactions in between the application and
the human worker.

Concerning its application on obstacle-avoidance or control limitations specifically, the
work of Shane et al. [13] also based on Model Predictive Control demonstrate on the
ability of collision avoidance for simple motions while taking into account for specific
known parameters of the obstacles, in which case are spheres and thus, they analyse the
cost function of the MPC for the balls radius. This study though is rather specific for
the type of obstacle analysed.

Others such as [14], [15], [16] combine context-aware strategies with the use of cameras
and depth sensors for the study of Human Robot Interaction (HRI) safety avoidance
techniques, adapting the manipulators trajectory based on sensors inputs. On the same
path, [17], [18] limit the robotic arm planned or guided movements with the implemen-
tation of repulsive force fields and admittance control strategies respectively, achieving
high-end solutions to maintain the robotic manipulator away from restricted areas.

While these strategies present a reasonable improvement of the control schemes in the
devices, none of the studies in the literature show an efficient control system for already
known restricted areas, which at the same time is inexpensive and suitable for a higher
degree-of-freedom manipulator and for any trajectory or application of use at the same
time. The research in [19], [20] investigates the last mentioned application while impos-
ing both static and moving Cartesian restrictions onto the manipulators end-effector on
top of the control strategy. Additionally, the work presented in [1] goes further into the
investigation of the manipulators energy exchange with its environment, ensuring the
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robots stability and safety.

This last control strategy [1] would be the base for the current project as it presents
itself as the most powerful application of all the ones studied in literature, plus it is also
the one most suitable to restrict common areas at a higher level approach.

1.3 Report structure
The current section will briefly define how is the document structured in case the reader
consider skipping to a relevant section. The report has been divided into chapters, each
chapter extending on different but related topics:

• Chapter 2: This chapter revises on the basis calculus concepts for the control of
the KUKA LBR iiwa as well as the previous research done regarding the power-
aware-impedance control used. Moreover, some concepts on plane detection for
the constraints implementation are showed.

• Chapter 3: The main work of the master thesis is detailed. Two iterations were de-
veloped but only the second one explained in the chapter will be analysed further.
Also, a draft algorithm for different surfaces than planes is described.

• Chapter 4: The validation of the model is conducted in Chapter 4 with the use
of a 3D model and the actual robotic manipulator. The results are presented in
force plots.

• Chapter 5: The conclusion of the report is presented along with the possible future
works that the project may take.

The final objective of the current study is to validate the proposed adaptive solution
for the implementation of Cartesian workplace restrictions on the KUKA LBR iiwa
manipulator, stating the viability and robustness of the suggested system architecture.

7





Chapter 2

Robot modelling and control

In Chapter 1 it is mentioned the KUKA LBR iiwa is the industrial manipulator used
for the current project along with the controller architecture of Sebastian [1], which is
revised further in the following chapter to better understand the robots mathematical
modeling, the control strategy itself and the system architecture behind the repulsive
actions of the constraints while the robot collides with a virtual entity. Also, the ap-
proaches for the description of the constraints in terms of analysing the environment
prior to the constraint implementation in the controller are studied.

2.1 Mathematical model
The definitions of a robot in the space reside on the kinematics and dynamics. These
are algorithms transform motion between the so-called joint space and the Cartesian
space. The kinematics of a serial manipulator represent geometrically the motion of a
robotic arm taking into account the joints and the end-effector tool. On the other hand,
the dynamics translate the motion at the end-effector based on the forces applied on the
joints and vice versa. Both kinematics and dynamics can be sub-divided into forward
and inverse calculations. To best introduce these two algorithms, some basic concepts
group up the mathematical description of them.

2.1.1 Kinematics
Both kinematics and dynamics share common algebraic concepts on its calculations.
One of the basis of those are transformation matrices. The transformation matrices are

8
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what determine the rotational and translational definitions of the manipulator. Specif-
ically, the transformation matrices that combines both of these concepts are the ho-
mogeneous transformation matrices. In linear algebra, a transformation matrix can be
defined as a linear mapping between two vector spaces which maintain the properties
of scalar multiplication and vector addition [21].

Considering the transformation matrix T from Rn to Rm, x being a column vector
constituted by n entries and A a mxn matrix, then

T (x) =


a11 a12 . . . a1n

a21
. . . ...

... . . .
am1 . . . amn


︸ ︷︷ ︸

A


x1
x2
...

xn


︸ ︷︷ ︸

x

(2.1)

This equation 2.1 serves as the starting point for the definition of the most common
transformations in linear algebra: the Euclidean transformations. These can be trans-
lations, rotations and reflections, but this report will focus on the first two.

The transformations of particles moving in the Euclidean space give the location of
such particles at each instant of time, relative to an inertial Cartesian coordinate frame.
Choosing three orthonormal axes (x, y, z) ∈ R3 such that each coordinate define the
projection of the particle’s location in space, we can define the trajectory of such a
particle [2] as shown in 2.2. A collective set of particles that constitute a rigid body (a
body link in the robot arm) needs to satisfy that the original distance between particles
where any motion or force is applied, must remain fixed [2]. This way, the trajectories
of the body links of the serial manipulator of study can be performed.

p(t) = (x(t), y(t), z(t)) ∈ R3 (2.2)

To define the rotational component of the homogeneous transformation matrix one
should take into account the orientation of the body relative to a fixed coordinate frame.
Let Sf be the inertial frame, Sb the body frame and the coordinates of the principal
axes of Sb relative to the fixed frame xfb, yfb, zfb ∈ R3, the rotational matrix is defined
[2] as

Rfb = [xfb yfb zfb] (2.3)

9



Antonio Aranzana Sánchez Chapter 2. Robot modelling and control

Considering a point p relative to the frame Sb with coordinates xb, yb, zb ∈ R3, the
coordinates of p relative to the inertial frame can be computed [2] as

pfb = [xfb yfb zfb]

xb

yb

zb

 (2.4)

thus, describing the mapping from R3 to R3 as a rigid body transformation, rotating
the coordinates from the relative to the fixed frame. For the current project, the screw
theory based modelling of the Kuka iiwa serial manipulator is adopted as in [1], where
the body motions are calculated by means of rotations around a screw axis w and a
translation along the same line.

In this theory, the homogeneous transformation matrix is used to calculate twist dis-
placements, denoted as ξ = (ν, ω) ∈ R6, defined in terms of the linear ν ∈ R3 and
angular ω ∈ R3 components of the rigid body [2]. The twists describe the instantaneous
velocity of the targeted rigid body as

ξ =
[

ν
ω

]
(2.5)

where ν defines the linear velocity and ω the angular velocity of the rigid body.

As mentioned before, there exists two kinematics modelling: forward and inverse. The
Forward or Direct Kinematics of a serial manipulator can be described as the geometric
configuration of the end-effector given the known joint angles and its angular velocities
[22]. Only the forward kinematics are of interest for the current project.

The orientation and position of the arbitrary point pi expressed in the reference frame
S1 explained earlier in the section can be used for the description of each of the links of
the serial manipulator with the use of the rule chain defined in equation 2.6.

H0
n(q0, ..., qn) = H0

1(q0)H1
2(q1)...Hn−1

n (qn) (2.6)

Bringing the twists exponential eξ̂1,n−1
n qn ∈ R4X4 dependent of an angle of rotation q ∈ R

into the equation 2.7 it can be finally defined the homogeneous transformation for the
robotic arm, where the exponential defines the transformation between Sn−1 and Sn

expressed in the inertial frame.

10
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S2

S1

S0

Sn

Fig. 2.1: Forward Kinematics representation. Each frame Si representing the pose of the ith link.
The reference frame is denoted by S1. Adapted from [23].

H0
n(q0, ..., qn) = eξ̂0,0

1 q0eξ̂0,1
2 q1 · · · eξ̂0,n−1

n qnH0
n(0) (2.7)

For the manipulator of study we can describe the homogeneous transformation matrix
for the tool-center-point (tcp) or end effector with respect to the inertial frame as follows

H0
tcp =


1 0 0 0
0 1 0 0
0 0 1 1266
0 0 1 1

 (2.8)

The tcp is placed as indicated in figure 2.2, knowing the KUKA LBR iiwa is constituted
by 7 joints, 7 links that connect those joints and a base link that actuates as the base
or inertial frame and fixes the robot arm to the ground.

The adjoint of this transformation matrix between the frame Sb and Sf can also be used
to express the coordinates of a twist such that

ξf
b = AdHf

b
ξb

b (2.9)

being AdHf
b

the adjoint homogeneous transformation matrix between the body and the

11
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S0

Stcp

S6S5S4

S3

S2

S1

Fig. 2.2: Representation of the body frames of the KUKA LBR iiwa. Roll axis (x) being green, pitch
axis (y) being red and yaw axis (z) being blue. Extracted from [5].

inertial reference frame, thus obtaining the twist ξf
b expressed the same way in the fixed

frame Sf .

2.1.2 Dynamics
Unlike the kinematics, the dynamics of a serial manipulator describe how the robot
actuates in response to the forces being applied on it, either indirectly (e.g. the own
actuator opposite forces) or directly on the links. These calculations will be explained
as with the basis on the screw-theory presented in the subsection 2.1.1.

The forces acting on a single rigid body can be explained by the combination of a force
f ∈ R1x3 along the screw axis and a momentum m ∈ R1x3 [2], as seen in 2.10. This
forces are defined as a Wrench W ∈ R1x6, which can also apply the theories behind the
twists [2], [24].

W =
[

f
m

]
(2.10)

The Poinsot’s theorem [2] allows mapping the Wrench applied onto each link of the
manipulator as joint torques, in which definition the work W generated due to the
movement of the tcp through such wrench over a time interval t ∈ [t1, t2]:

12
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W =
t2∫

t1

WV dt (2.11)

where the Cartesian velocity is defined by V ∈ R6 and the work applied on the wrench
is assumed to be friction-less. Furthermore, if one takes the transposed Jacobian J(q)
[25] dependent of the joint angles q the relation between the torques τT on the joints
and the wrenches is obtained as

τT = J(q)T W T (2.12)

Finally, the general equation of motion for a n-link is presented in equation 2.13 in the
joint space. This equation would be derive with the force-balance-based Newton-Euler
formalism described in [26] composed by a forwards and backwards iterations. This is
the method being used in the current project as it is less computationally expensive
than other calculus as described in [1].

M(q)q̈ + C(q, q̇)q̇ + G(q) = τT (2.13)

where q, q̇, and q̈ ∈ Rn are the positions, velocities and joint accelerations, M(q) ∈ Rnxn

express the matrix of mass, C(q, q̇) ∈ Rn are the centrifugal and Coriolis torques and
G(q) ∈ Rn describe the gravitational torques. This concept express the recursive inverse
dynamics algorithm in form of a set of matrix equations, forming Cartesian velocities
and Wrenches as stacked vectors and other block matrices that define the body twist
coordinates and mass inertia [26], [27].

2.2 Reactive control
Unlike traditional robot control schemes, reactive control architectures use the current
state of the robot at each time step along with its task description to calculate the
joint forces applied for the very next time step. One example of this dynamics control
currently used in literature for serial manipulators is the impedance control [8].

In the impedance control schemes a relation between the different state variables is made
to control the manipulator, rather than controlling a single state variable as it is done
in other position/velocity controllers. The impedance controller is described as a mass-
spring-damper system with adjustable stiffness and damping [9], and its interaction can
be seen as an energy exchange between the robotic arm and the environment [28], [29].

13
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The description of the spring-like architecture of the Impedance controller comes in the
form of a 6 dimensional vector and describes the motion generated of the end-effector
from its current transformation H0

tcp towards its goal H0
d, modeled as a Wrench [28]

as in 2.10. In the current project, an Energy/Power-aware Impedance controller first
developed in [30] is used as in [1]. Specifically, this control strategy uses both Energy
shaping and Damping Injection [31].

Fig. 2.3: Illustration of the spring + damper control. K representing the Cartesian spring between
the tcp and the desired transformation. B represents the Cartesian damping while b5 is the damping
of the joint at the end-effector.

Definition of a spring

As introduced before in the chapter, the impedance controller is described as a mass-
spring-damper system. Specifically, the spring is mathematically described as in 2.10,
exactly like a Wrench 2.14, which is also the same way as any force acting on a rigid
body can be modeled as [2].

W tcp,tcpT

K =
[

f tcp,tcpT

K

mtcp,tcpT

K

]
(2.14)

In equation 2.14, all the variables are expressed in terms of the Cartesian spring K
relative to the tool-center-point of the robotic manipulator.

2.2.1 Cartesian constraints
In Hjorth’s research [1] the definition of the Cartesian constraints are described as a
smooth manifold C ∈ R3. Those, actuate as virtual walls in the controller in the form
of 2D planes in the Cartesian workspace. To create those planes, 3 independent points
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P1, P2, P3 ∈ R3 are to be defined in space to be able to derive the normal vector with
the points cross-product.

njxx + njy y + njz z + n⃗j · P0 = 0 (2.15)

Moreover, once the plane is described in space as shown in 2.15, the projection of the
point of study onto the plane needs to be computed.

�
�

��

�
� ��

Fig. 2.4: Visualization of the projection of a point pb into a plane along with its normal vector n⃗j .

The projection of any point in space onto a plane can be described as in 2.16. With
these values, the wrench-like definition can compute its force and momentum applied
on the point of interest, which in this case it will be the end-effector, and thus, the
resulting torque that may be applied onto the point contrary to its current movement
to keep it away of the constraint.

pb, Cj = pb + n⃗jt =

pbx

pby

pbz

+

njx

njy

njz

 t (2.16)

Where pb describes the position of the bth link in R3 in reference to the manipulator’s
inertial frame, Cj represents the constraint, n⃗j is the normal vector derived from such
a constraint and t defines the distance measured between the end-effector/any other
joint of the serial manipulator in respect to the constraint. The final expression for the
wrench calculations in terms of the constraint application onto the end-effector of the
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manipulator relative to the base reference frame used for the calculation of the τmotion

in equation 2.18 is

W b,bT

Cj
=
[

f b,bT

Cj

mb,bT

Cj

]
(2.17)

where W b,bT

Cj
expresses the repelling wrench that is to be applied to keep the link b

within the Constraint Cj , based on its force and momentum as defined in equation 2.10.

From [1] it can be extracted the resulting joint torques of the serial manipulator of study
2.18, which essentially is the combination of both the Wrench generated by the spring
2.14 and the constraint 2.17, described previously in 2.2.

τT
motion = J̃T (q)

W 0,tcpT

K −
n∑

b=1

(
m∑

j=1
W 0,bT

Cj

) (2.18)

where n is the number of joints, m is the number of constraints, W 0,tcpT

K is the elastic
wrench, W 0,b

Cj
is the wrench generated by the constraint relative to the base reference

frame and J̃T (p) is the spatial Jacobian describing the links spatial velocity in the same
reference frame.

2.2.2 Damping injection
After having defined the spring, the damping B matrix is left to be described. As
modeling the damping B constant is not ideal [1], the values of B will be dependent of
the state of the system such that B(q) ∈ Rnxn resulting from the multiplication of the
diagonal elements of the Mass matrix Mdiag(q) and B.

B(q) = Mdiag(q)B (2.19)

On top of the damping definition, the damping injection method is usually implemented
[3] so that the energy exchange in between the robot and the environment Pmotion is
limited. This, is controlled by a scaling factor β ∈ R, which will apply whenever the
threshold Pmax of the energy the robot would exchange with the environment is violated
[1], [3].
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Pmotion =
(

J̃(q)WK
0,tcpT

− Binit(q)q̇
)T

q̇ (2.20)

where Binit(q) describes the damping prior to is multiplication with the factor β, which
value can be calculated from 2.21.

β =


1 if Pmotion ≤ Pmax(

J̃(q)T WK
0,tcpT )T

q̇ − Pmax

q̇T Binit(q)q̇ otherwise
(2.21)

The final calculation of the damping term comes as in 2.22.

τdamping
T = βB(q)q̇ (2.22)

2.2.3 Joint limit avoidance
As the robot is capable of reaching any point in space independent of the current joint
configuration, it is very likely to reach a joint limit, where the robot needs to be re-
initialised as it goes into a backlog. The method called joint limit avoidance as studied
in the literature [32] is then introduced. This method is similar on the way the ma-
nipulator’s links are kept within a constraint. The concept is described as a relation
between the predefined maximal and minimal bounds qi/q

i
, the distance at which the

constraint activates qi,J/q
i,J

and a scaling factor Ω ≥ 0.

τqi
(q) =


Ω
q2

i

(
1
q

i

− 1
q

i,j

)
if q

i
≤ q

i,J

− Ω
q2

i

(
1
qi

− 1
qi,j

)
if qi ≤ qi,J

0 otherwise

(2.23)

An illustration of this approach is showed in Figure 2.5, noticing the torque is dependent
of the current joint position qi and its difference to the upper/lower joint limits qi/qi.
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Fig. 2.5: Visualization of the joint limit avoidance concept. The red coloured area represents where
the manipulator joint is not allowed to reach physically, the black dots is the line marking the midpoint
of the joint and the dashed orange line represents the distance to the upper limit of the constraint.

2.3 Controller architecture
The resulting torques applied on the serial manipulator can be calculated as the sum
of the torques explained earlier in this chapter. From those, only the damping torque
of the spring effect described in the energy-aware impedance strategy is opposite to the
rest of the calculated torques.

τT = τT
motion − τT

damping + τT
CC + τT

JLA + τT
Coriolis + τT

Gravity (2.24)

where tauT
Coriolis and τT

Gravity are the torques representing the compensation for the
Coriolis and gravitational forces respectively, τT

JLA is the torque computed by the joint
limit avoidance, τT

CC defines the torque of the Cartesian constraint, τT
motion describes the

actuation of the spring and finally τdamping is derived from 2.22. The overall structure
of the control system involving the impedance control, the virtual constraints and the
joint limitations looks like the one seen in Figure 2.6.
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Fig. 2.6: Overall control strategy implemented. Extracted from [33].

2.4 Constraints definitions in space
As described in subsection 2.2.1, the base project defines the Cartesian constraints im-
plemented in the controller of the manipulator as 2D planes. For describing such a
planar constraint in space, at least 3 points were expected to be hard-coded in the
software such that the normal vector of the constraint is computed and inputted in the
wrench force and momentum calculus. To avoid hard-coding any instances in the soft-
ware and produce a more efficient and robust system an implementation of constraints
detection for the broadest scenario possible has been studied.

Several adaptive solutions for constraint detection were first introduced in section 1.2.
One of the most suitable solutions for the current application is considered to be the
detection of planes directly taken from 3D models, as it enables the software to calcu-
late the points in space that can be inputted into the running system to impose the
constraints explained in section 2.2.1. This specific application regarding the search of
planes for the creation of virtual constraints inside the manipulators controller has not
been combined before in literature. The utility this brings resides on implementing the
serial manipulator in any other facility, which normally the companies support owning
the physical modelling of the emplacement for the robotic arm, and whether this is not
the case, it can be easily extracted with the use of a simple camera (e.g. from the Intel
RealSense family [34]).

Taking this adaptive solution into practice, various iterations were done and detailed in
Chapter 3. The final solution is achieved with the use of a plane detection algorithm
that is able to analyse the constraints efficiently and thus, the software was adapted
to impose the restrictions based on the findings. The different algorithms found in the
literature will then be explained further in this section.
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2.4.1 Plane detection algorithms
It is well known that there exists machine learning and deep learning algorithms capable
of detecting planes out of images in an easy way and computationally faster than other
traditional algorithms. An example of this is the work of Chen Liu et al. [35], where they
use a RCNN for the computation of the different planar surfaces from RBG images. As
the work is mainly focused on detecting planes on images, Zehao Yu et al. [36] combine
a fast-detection method using CNN and a mean shift clustering algorithm to cluster
the masked pixel embedding into plane instances, in an attempt to reconstruct the 3D
environment.

Despite the fact that their accuracy on plane detection is good enough for the case of
use, in the literature these approaches have only been studied for single images analysis
with 2D inputs, while a 3D model is required. For such reason, some other traditional
methods may fit better. Indeed, there is a concept that can describe a 3D model in
space giving a position for each point of a surface given an origin: point clouds [37].
Unlike 2D images, point clouds give 3D structural data of an object. Point clouds can
be recovered from an RGB-D image when a camera’s intrinsic parameters are known.

Some of the traditional algorithms for planar surface segmentation using point clouds
include the research done in [38], which utilises the RANSAC algorithm to determine
the probability of detecting a model using the minimal set of data to estimate it. Addi-
tionally, they compute a voxel growing algorithm having estimated the normal vectors
for the points in respect to the surface.

On the other hand, the much newer study for multi-scale planar segmentation [4] offers
a way more robust software, as it is able to detect millimeter-scale planes in large point
cloud data sets. It also offers more flexibility as the algorithm can be computed for
different scale values, detecting either simple small shapes or bigger areas that share a
common surface as seen in Figure 2.7. The only real downside of this specific work is
the time it takes to pre-process the data in order to be able to input it to the system,
however, the current work does not require real-time processing as the inspection of the
3D model is supposed to be done prior to the robotic manipulator implementation in
the actual field.
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Fig. 2.7: Plane extraction algorithm for the search of constraints inside a 3D model of a church for 2
different scales. Extracted from [4].

Utilising such an algorithm to the estimation of planes in a 3D model can then be used
to used the points in space of a specific plane to limit the manipulators reachable space
around the area. This algorithm will be the one used in the current study and explained
further in Chapter 3.
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Chapter 3

Model study

So far, the state of the art on previous implementation on workspace limitations along
with basic concepts regarding the robot’s manipulation and the control being used have
been covered. In this Chapter, further detailed explanations on virtual constraints
addition improving the overall efficiency and robustness of the system are described.
The final proposed adaptive solution is illustrated in section 3.3.

3.1 Virtual Walls
Previously in section 2.2.1 an approach on virtual wall-like constraints is proposed.
This method emphasises on the idea of the projection of the point that’s about to hit
against such constraint to understand the distance of activation of the repulsive force
needed to repel the point. The only requirement for it is to know the position and the
normal vector the constraint points to as it defines the direction of the repelling force.
However, this application also provides some limitations for two main aspects: these
virtual walls were hard-coded into the software, what makes the claim of ’adaptability
to the environment’ very vague in terms of work needed to be able to accomplish this.
And secondly, only virtual planes that are infinite along an axis are allowed to be added.
As suggested in [33], a more complex implementation of the constraints along with an
adaptive solution for it is studied.

In the current report, two different approaches on an adaptive implementation of the
virtual control limitations were implemented. The first one studies the viability of the
system on adding constraints while executing the application. The second approach pays
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an special attention to the robustness of the solution in terms of flexibility, however it
is expected to be used prior to the manipulator’s use.

3.1.1 First iteration: individual walls
The first approach tested is almost entirely software related. It does use the basic
concepts explained in 2 such as the calculations of the position of the TCP with the
use of the forward kinematics or the wrench-like modelling for the repulsive force into
the joints. It offers a real-time wall placement of a constraint based on input points
calculated from the end-effector’s position.

The software-base concept that enables inputting these values while running a trajectory
in the manipulator with the previous proposed controller are the threads. A thread
in computer science is the smallest sequence of instructions that are to be managed
independently inside a program [39]. Its implementation into the code is easy to replicate
as the common libraries are already created by Microsoft and ready to be included.

Once a thread is open, the logic behind the application was as showed in the following
pseudocode:

Algorithm 1 Pseudocode of the secondary thread for implementation of constraints in
real-time

1: procedure Thread
2: Npoints = 0
3: while True do
4: if CheckForInput = True then
5: TCPpos = CalculateFK()
6: StorePoint = TCPpos

7: Npoints + +
8: if Npoints = 3 then
9: Plane = CalculateP lane(StorePoints)

10: SetConstraint(Plane)
11: Npoints = 0
12: end if
13: end if
14: end while
15: end procedure

This application offers great flexibility on constraint implementation if it is required
as a fast solution. Nonetheless, this method is still insufficient as it does not permit
either implementing other type of virtual constraints than planar surfaces nor multiple
constraints implementation at a time.
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3.1.2 Second iteration: 3D model
It has been mentioned the search for greater robustness and adaptability of the system in
terms of the different constraints shape or the number of constraints integrated into the
system at a time. With this objective in mind, it makes common sense to start thinking
about whole 3D model inputs into the system. This task brought new questions such
as the input type that the system required of what was to be analysed.

As revised in the previous sections 2.2.1, the unchanged attribute in the virtual walls
integration are the points for the plane creation, which calculation is far from labori-
ous and that makes it specially good for its software computation. A technology very
well known in literature for 3D model representation is point clouds. Point clouds are
essentially a set of data points in space, and they are the prior step to the creation of
accurate 3D modelling [37]. Point clouds can normally be obtained through modern
lasers or cameras, but they also might be obtained digitally by online softwares such as
MeshLab or CloudCompare.

In order to be able to analyse a specific model input into the software, an own 3D model
was created with the use of CloudCompare.

Simulation environment

1.4 m
1.4 m

2.2 m

(0,0,0)

Mesh
model

Point
Cloud

2

Fig. 3.1: Illustration of the 3D model that is used as an input to the system, where the constraints
will be placed.
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As shown in Figure 3.1, a box of dimensions 1.4x1.4x2 m was created in the preferred
software. After some iterations, a point cloud of 1.000.000 points - enough to not slow
down the software - from the mesh model was then computed so that it is easier to work
with the model and the positions of all points in space can be obtained. Note that the
less number of points chosen for the model design the fastest the software will analyse
the point cloud, but the less precise it will be. At the same time, the normal vectors of
the points were calculated in CloudCompare such that we can understand the direction
of the surface of each point. The calculation of such normals from a the point cloud are
computed with a Randomized Hough Transform that serves as an image for the discrete
probability distribution of the possible normals [40].

Both software and normal calculation method are proved to be suitable for any sur-
face model [40] and thus, either applying this exact same calculations to a point cloud
obtained either from a RealSense camera or a CAD that already exists will output
a similar result. Therefore, despite the current application model is based on planar
surfaces, some other curved surfaces or more complex input models may be applied too.

3.2 Plane detection onto the model
Once a model input is selected and the point cloud is processed, a way to bring those
points into constraints must be devised. In order to produce the simplest transition from
the previous iteration to the current one, it was decided to continue loading constraints
as planes from a set of 3 points. This way, the software was missing on understanding
the points from the mesh as unified planes.

In the literature, it was revised in 2.4.1 the different strategies to segment point clouds
into planes. Among all, the work of [4] appears to be way more robust and flexible than
others, and it is the one to be studied further.

The software architecture followed in the paper includes pre-processing the data, run
the plane segmentation algorithm and compute some topological analysis onto the seg-
mented output.

3.2.1 Data processing
The first step is preparing the data that is going to be analysed. For doing so, they
compute a set of per-scale normal vectors from local surface reconstructions for each
point in the point cloud. Then, they simply group up the points at a certain scale in
regions with the use of a region growing algorithm. This regions will serve as what they
call nodes. The limits colliding of a region will at the same time be the edges. The end
of the data processing ends with the calculations of the components, which are sets of
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regions that are connected through the edges. With all these amount of data, they are
able to finally compute the persistence analysis of the extracted components.

In the Figure 3.2b, the set of computed extracted normals from the Box model is showed.

3.2.2 Topological analysis
The components stored have additional values: birth and death scales that represent
the levels of the regions. With these values and the Topological Data Analysis toolbox,
they are capable of determine the lower level difference to be meaningful planes at lower
scales while the higher level difference to be higher scales surfaces.

(a) Box normal vectors pointing towards the orthogo-
nal direction of the surface where they are in.

(b) Different planar surfaces found in the box model.
Each color represents one individual plane.

Fig. 3.2: Examples of the different stages of the software used: on the left side, pre-processed down-
sampled point cloud stage; on the right side, the actual output of the software at a high scale level.

In the paper [4] they also propose different thresholding methods to evaluate the point
clouds depending on the persistence level (birth - death values) or the scale at what
the planes will be looked for. The final solution given is proved to be robust for a
wide variety of 3D complex models and was compare to common RANSAC algorithms
amongst others. The results showed an impressively low Root Mean Square (RMS) error
on their approach with a more than decent plane extraction. The only major downside
of the application might be the time of computation, as the extraction of the components
increase the time it takes to perform the entire cycle quite a lot. However, this can be

26



3.3. Overall software structure Aalborg University

easily solved if the point cloud is first down-sampled to a decent amount. The quantity
of points needed for a specific situation varies from model to model, specifically, for a
robotic manipulator in an industrial environment, a set of 1 million points would be
more than enough as it is expected to control larger areas and not tiny shapes with
sharp edges.

3.3 Overall software structure
The final solution is presented as an adaptive constraints implementation into the control
of a serial manipulator. This procedure takes several steps, as shown in Figure 3.3. First,
either a 3D model that can be converted into point cloud or a point cloud achieved from a
modern camera is needed. Then, the data of the model is analysed to execute the plane
extractor software. Finally, from each of the computed planes, 3 points are selected
so that a virtual plane can be generated inside the software, thus creating a virtual
constraint in the axis of the plane extracted.

3D mesh
model

Point cloud 
generation +

nomals
computation

Data pre-
processing: 

       Regions
       Nodes/edges
       Components

Point 
cloud

Data post-
processing: 

Plane detection

Points +  
components

Step 1 Step 2 Step 3

Constraint 
implementation 
into the control 

software

3 points
of a plane

Step 4

Fig. 3.3: Visualization of the overall software structure for constraints implementation from 3D model
inputs.
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Despite that this solution integrates entire 3D model constraints, they are only viable
for planar surfaces that extend indefinitely in space. For such reason, a proposal that
includes logic for the handling of multiple-planes into the controller is described in the
upcoming section.

3.4 Curved constraints solution
Integrating more complex surfaces is possible when a solution for planar surfaces has
already been proposed. Indeed, the idea is based on bringing the effect performed with
the planes at a lower scale. As mentioned in 3.1, the plane detection focuses mainly on
the normal vector computations from the model. Also, as seen in Figure 3.2b, those
normal vector computations are being done for all points in the sets.

If the simplest curved model is brought to the scene, we can end up with what is
illustrated in Figure 3.4. Bringing the regions concept revised in [4] to a somewhat low
scale plane computation, close points share enough similarities to be scanned as unique
planes depending on the scaling factor as shown in the right side of the figure.

Fig. 3.4: Sphere model on the left side. On the right side, the grouped points or planes-like regions
detected on the sphere.

After having processed the plane segmentation on the curved surface, a logic can be cre-
ated into the software such that each of the constraints (planes) activates only whether
the projection of the required repelling point actually is on such plane. This way, the
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architecture would look like a constraint that’s imposed or not dependent of the projec-
tion of the end-effector. This same idea might be brought to lower scales multi-plane
computations to treat similar and more complex model structures.

Algorithm 2 Pseudocode of the logic for curved constraints handling.
1: verticesplane << knownvalue
2: TCPpos = CalculateFK()
3: projection = calculateProjection(TCPpos)
4: if verticesplane < projection[x, y, z] < verticesplane then
5: calculate : distance, Wrench, torque
6: else
7: // the wrench will not apply in this case
8: end if

The logic is self-explanatory, but essentially it will calculate the torque values for the end-
effector to stay away from the constraint depending on whether the projection is within
the limits of the constraint. This logic will also alleviate the software from unnecessary
computations in the case where the robot needs to handle several constraints which it
should not collide with at that time and so, the wrench values and torques will not be
calculated.
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Chapter 4

Model Validation

The upcoming Chapter will focus on presenting the scenario and the tests required
to analyse whether the proposed system is reliable according to the aimed objective
in Chapter 1. The final goal includes creating a software model that is capable of
analyse 3D point clouds, extract the regions the manipulator will collide depending on
its position and at the same time, controlling the manipulator based on those constraints
imposed. Similarly, the multi-plane extraction system is independently validated in [4]
as well as the control strategy presented in [33].

To better define the objective and be able to determine the outcome of the tests, a set
of requirements are listed below:

The KUKA LBR iiwa must stay within the imposed constraints:
1. Never being physically able to reach the actual constraint.
2. The controller providing the robot more power as the robot approaches the constraint.
3. Stay within the limits when encountering more than 1 constraint.

As the target is validating the constraints position in space along with the force applied
by these, every constraint in the input model will be analysed for its relevant axis. It is
therefore expected to see an increase in the Cartesian force in the axis of the collision
to the constraint. For instance, let’s say we have a constraint in the plane x = 0.7, as
the origin is considered to be the center of the robot, it is common sense to assume the
resulting Cartesian force of the constraint into the end-effector should point towards the
x-axis in the opposite direction the robot is trying to push.
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4.1 Testing environment
Despite it has been studied a system architecture where more complex models with
curved surfaces as shown in 3.4, the tests will be conducted only on the box-like model
described along the sections 3.1, 3.2b.

It is also worth mentioning that the 3D model has a height of 2 meters. As the KUKA
LBR iiwa is placed on top of a table and the software estimates planes in the entire
point cloud, it is known that the bottom constraint at z = −1 and the robot can not
hit it, therefore it has been erased and and new constraint placed at z = 0. Instead of
doing this, a different model could have been used for the tests, which is also revised in
the section 5.1.

�����

���

�����

Fig. 4.1: Simulation environment: virtual box constraint inputted in the system.

In the the Figure 4.1 it can be seen the virtual constraints that are to be imposed in
the controller. The fences of the laboratory surrounding the robot in the figure do not
correspond to the virtual box illustrated in white, plus the dimensions of the fences
are larger and so the manipulator cannot ever collide with them. Subsequently, the
robot colliding with every virtual constraint imposed will be shown individually plus an
additional demonstration of multi-collision in the end.
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(-0.4,0,0.6)

(0,0,0)

Fig. 4.2: Starting robot position with the origin being the base link and the end effector placed at
(-0.4, 0, 0.6)m approximately. The roll axis (x) coloured in green, pitch axis (y) coloured in red and
yaw axis (z) in blue.

4.2 Simple collision tests
For all the tests, the robot is set to be at a fixed starting position that makes the
end-effector be approximately in the point (−0.4, 0, 0.6).

That being said, the first test conducted was in the x axis, where it is to be expected
two constraints at x = 0.7 and x = −0.7.

Plane constraint at x = 0.7

X = 0.7

Fig. 4.3: Displacement of the robot to a position where it collides directly with the constraint of the
cube imposed at x = 0.7m.
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Fig. 4.4: End-effector’s trajectory along the X axis in the first figure, followed by the Cartesian force
applied onto the end-effector on the same trajectory.

In the Figure 4.4 it can be appreciated how the force the constraints applies on the
end-effector increases as it reaches the virtual wall at x = 0.7. The force increments
in the opposite direction of the movement the harder the robot is pushed against the
constraint, only experiencing a non 0 value when it hits the wall. This happens at
around 14 seconds into the execution of the test. After the second 27, the robot is
released and stabilises itself in the initial position thanks to the impedance control.
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Plane constraint at x = -0.7
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Fig. 4.5: End-effector’s trajectory along the X axis in the first figure, followed by the Cartesian force
applied onto the end-effector on the same trajectory.

The same way it occurs with the previous virtual constraint, the further the KUKA is
pushed towards the constraint the higher the force applied is, but never surpassing the
mark of 0.7 m in the negative x axis. In the current test, the positioning of the KUKA
LBR iiwa is similar to the one shown in Figure 4.3 but on the opposite direction.

Then, the y axis is to be evaluated on matching planes as in the x axis but curved 90º,
due to the base of the model being a square. Hence, it is also to be expected two planes
at y = 0.7 and y = −0.7.
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Plane constraint at y = 0.7

Similarly to the previous axis constraints, the virtual planes at the y axis demonstrates
how the force increases in the opposite direction the end-effector is colliding to when
encountering the constraint. For the next example in Figure 4.6, several pushes towards
the constraints produces some oscillations in the second graph as the constraint repels
the end end-effector.
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Fig. 4.6: End-effector’s trajectory along the Y axis in the first figure, followed by the Cartesian force
applied onto the end-effector on the same trajectory.

The same way it is illustrated for the planes in the negative y axis in Figure 4.7.
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Plane constraint at y = -0.7
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Fig. 4.7: End-effector’s trajectory along the Y axis in the first figure, followed by the Cartesian force
applied onto the end-effector on the same trajectory.

It can also be observed that for all presented figures there exists a direct or indirect
relation in between the position of the end-effector and the distance to the constraint.
This is worth showing as the distance to the constraint is proved to not being violated
in any case by not exceeding a negative distance to the constraint of target.

To finalise the tests, the constraints in the z axis are presented. As imposed by the 3D
model, a wall on top of the robot is reached at z = 1 shown in Figure 4.8.
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Plane constraint at z = 1
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Fig. 4.8: End-effector’s trajectory along the Z axis in the first figure, followed by the Cartesian force
applied onto the end-effector on the same trajectory.

In the Figure 4.8 it is illustrated the collision of the manipulators end-effector to the
ceiling constraint placed at z = 1m. The behaviour is again equal as for the previous
collisions.

Plane constraint at z = 0

Lastly, not because the model imposed it but because it was indeed hard-coded, a
constraint was placed at z = 0 with some security margin of 0.2m. This was done as
there is a known surface in the actual robot that is not accounted for in the 3D model
created, and it is mainly for the robot not to hit the real table. The details are further
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explained in 5.1, but the main reason behind this is simplicity due to a lack of time for
the real tests scenario. It has already been mentioned earlier in the section that the
bottom model constraint was discarded as the robot was unable to hit it, and thus, this
constraint will not be shown in the current chapter.
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Fig. 4.9: End-effector’s trajectory along the Z axis in the first figure, followed by the Cartesian force
applied onto the end-effector on the same trajectory.
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Multi constraint collision

The Figure 4.11 presents the behaviour of the system when colliding with more than
one constraint at a time and proves the third requirement stated at the beginning on
the Chapter 4.

X = -0.4

Y = -0.7

(0,0,0)

Fig. 4.10: Illustration of the test where the manipulator collides with 3 constraints at a time.

In this figure, all 3 axis are relevant in terms of showing the increment of Cartesian
force applied in all directions as the robot collides with 3 planes at a time, each situated
on one different axis: x = −0.4, y = 0.7, z = 0. It is worth noticing that due to the
model placement, the collision with a corner of the box was never hit; therefore, the
plane situated in the x = −0.7 was displaced 20 cm in the positive xaxis becoming a
constraint in the x = −0.4.
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Fig. 4.11: Multi plane collision

4.2.1 Results evaluation
If we recap on the objective once again, it is aimed to automatize the implementation
of virtual limitations that command the controller to behave as desired by the model.
To validate the implementation of the system studied in the current report, a set of
requirements is listed and several tests were performed that are expected to fulfill those
requirements.

In the end, looking at all figures in the tests chapter, it can be observed how the distance
to the constraint to test is never violated by the serial manipulator, staying within the
limits imposed. Moreover, at the same time the constraint is approached, the forced is
exerted on the end-effector of the robot arm increases due to the virtual collision the
arm is suffering on the controller side. This can also be deducted from the different

40



4.2. Simple collision tests Aalborg University

pushes the robotic arm does against the wall in an attempt to violate the constraints.
Finally, a test on the collision with more than 1 limitation is examined in 4.2, proving
the effectiveness of the system while handling not only 1 but every limitation imposed
at a time.

It can then be stated that the system performs within the requirements, and it has been
proved the difficulty of the system violating the constraints while inputting an entire
3D model of the environment to the system.
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Chapter 5

Conclusion and Future Work

The last chapter of the report focuses on discussing the various inconvenients encoun-
tered while developing the application and performing the different tests, comparing the
actual results with the expected ones initially. Furthermore, it revises in the section 5.3
the actual outcome, determining whether the requirements set in the tests Chapter 4
were fulfilled. Lastly, the possible future work is presented.

5.1 Discussion
In a further analysis of the results, the more obvious difference is in the output of
the Z axis constraints. The top constraint at z = 1 is almost hit despite the distance
calculated to the constraint is not ever reaching 0 and thus, not hitting. This might
be caused by an imperfect model of the box, either by not being the exact measures it
has been previously mentioned or there is a margin error while transforming the mesh
to point clouds and this causes the plane detection algorithm to impose the constraint
a bit further up. All in all, for a real world scenario the common application will be
to implement a security margin higher than the constraint activates on and repels the
projected point, for instance, 10 centimeters or more would ensure the manipulator will
never hit the actual environment.

In the same mentioned axis, a hard-coded constraint in the z = 0 plane was needed
for the KUKA LBR iiwa not to hit the table it is located on. Such specific model was
not created from the start as the software it was generated in (CloudCompare) lacks
of enough tools to do so. Indeed, the positioning of the origin couldn’t successfully be
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modified either in this software or others such as SolidWorks.

Additionally, the time factor has been crucial for this project. The knowledge behind
the control software taking care of repelling the robots end-effector based on the wrench
modelling and the twist theory revised in [1] is exigent enough for the start of the actual
development of the current solution to be delayed. An evaluation of all the concepts
the controller is handling in [1] may be also of interest to prove the system performs as
expected. This has been assumed for the current report as the controller has not been
changed but rather some computations have been added to it additional to the previous
work.

A good supplementary work for the tests presented would also have been able to simulate
the 3D environment at the same time the robot moves in the real scenario. This would
show visually what is illustrated with the use of plots in the Cartesian space to imagine
the real behaviour of the manipulator.

5.2 Future Work
Some possible additions and supplementary work have already been covered previously
in the report, but this section will enumerate on the possible future works that the
project may follow.

Due to the lack of time of the practical work, the first thing worth proving is obtaining
similar outputs on the controller side as the ones obtained in [1], validating the final
implementation in terms of the controller side, despite that it is already proved to repel
constraints as it has been done for the current project. Similarly, it would be practical
to simulate the box at the same time as the robot moving in Rviz or a similar program
verifying the correct placement of it in space through the software proposed.

In the same path, the curved constraints implementation are not tested out but a logic
was created for its handling with the suggested system; its logic presented in 3.4 lacks
of actual code implementation. Additionally, this method is assuming every surface can
be defined as bigger or smaller combination of planes. Further study on this topic may
be done to come up with a more efficient architecture. Besides, there are entire studies
about the projection of a point onto surfaces that may be revised further [41], [42].

In terms of the current system presented, different scales may be compared on the plane
extraction algorithm depending on the case of use; as well as different model inputs
being used.

In case you have questions, comments, suggestions or have found a bug, please do not
hesitate to contact me. You can find my contact details below.
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5.3 Conclusion
In this project, an adaptive solution for the implementation of virtual trajectory limita-
tions for a 7-degree-of-freedom manipulator has been presented. The solution includes
the study of the previous controller designed and the concepts involved, the study of
the different approaches in literature for plane extraction and the combination of the
two techniques for the creation of a system capable of not only handling planar surfaces
but any kind of surface and constraint the robot may encounter in a 3D model input.

For doing this, a KUKA LBR iiwa industrial manipulator was utilised in the laboratory
of the University. A controller studied in [33] has been implemented along with a
multi-plane detection algorithm [4] that is capable of analyse planes at different scales.
Different scripts in both C++ and python were created for the handling of the point
cloud model into the plane segmentation software and those constraints imposition into
FRI application of the KUKA controller.

The system has finally been proved to work for each constraint of the tested model
used as input in Chapter 4, in this case, a box-like point cloud from a mesh was used,
as described in Chapter 2. The solution presents itself a robust application for the
utilisation of the workplace digital modelling as constraints that can be directly inserted
in the controller.

Further research may include testing of curved surfaces models such as the one presented
in 3.4 among others, detailed in 5.2.

Antonio Aranzana Sánchez
email: aaranz20@student.aau.dk

Friederik Bajers Vej 7
9220 Aalborg Ø
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Appendix A

Implementation

The Appendix A focuses on describing the general setup and communication between the
different devices and tools used in the current project: the KUKA LBR iiwa manipulator
connected to KUKA’s Robot Controller (KRC) and the computer generating the control
through the Fast Research Interface (FRI).

A.1 KUKA LBR iiwa R800
It is mentioned throughout the project the manipulator of use is the KUKA LBR iiwa
R800. This collaborative robot is used as it is one of the free available robots that
the Manufacturing and Production department from the AAU could provide at the
moment, which counts on position/torque sensors and torque controlled motors for each
joint. Additionally, it was also the robot used in the previous studies the current project
is based on [1], [33].

A.1.1 KUKA Robot Controller - KRC
The manipulator of study is controlled with the use of the KRC, which is responsible for
the transmission control inputs at the same time as it reads the data of the integrated
sensors. To be able to build a control application using the FRI library from KUKA,
one needs to first upload a Java application into the KRC via the KUKA Line Interface
(KLI) port and Sunrise Workbench in a windows machine. This process will do the
KRC running natively, thus any other application connected to the Java application
will do as well.
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For creating such application interaction, an FRI User Datagram Protocol (UDP) client
is created on a Linux-based machine. In this specific case, a Windows computer with
the Windows Subsystem for Linux 2 (WSL2) tool was used. The Linux environment
connects then to the KRC via the UDP connection.

Fig. A.1: Caption

A.1.2 Fast Research Interface - FRI
The KUKA FRI library provides real-time interfacing between an FRI server application
running inside the KRC and the client created on the external Linux system via UDP.
This application needs to be specifically configured such that it overrides the control
signal sent by the FRI C++ client, overlaying its functionality and adding the new logic.
The new control signals sent through the application could either be positions, torques
or wrenches depending on the specified Java application onto the KRC.

A.2 Code description
The first thing that will run on the code is the analysis of the points inside the planes
found. An exhaustive pre-processing of the 3D model to implement is assumed to be
done prior to the execution of the program as described in Chapter 3. Once some planes
are found by the software, the are needed to be used as input for the next software step.
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The analysis and implementation of constraints is done the very first thing when running
the code, based on the results of the pre-processing stages. After, the program will focus
on controlling the input τ such that the end-effector handles to stay within the Cartesian
constraints and the join limit avoidance strategy explained in Chapter 2. The procedure
is as follows:

1. The repelling Wrench W 0,i
Cj

is computed for the ith link, in this case being the
end-effector, for every constraint imposed by the system. If the euclidean distance
of the end-effector to a constraint C is not sufficient for the constraint to activate,
the Wrench is expected to be 0.

2. The reactive control is then executed, where the motion generating torque τctrl

based on the displacement Htcp
d and the repelling Wrenches from active constraints

are computed.

3. The torques resulting from the Joint-limit-avoidance scheme is also calculated,
along with the total torque τT resulting from eq. 2.24.
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